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内容提要


  生成对抗网络（Generative Adversarial Network，GAN）是神经网络领域的新星，被誉为“机器学习领域近20 年来最酷的想法”。


  本书以直白、简短的方式向读者介绍了生成对抗网络，并且教读者如何使用PyTorch按部就班地编写生成对抗网络。全书共3章和5个附录，分别介绍了PyTorch基础知识，用PyTorch开发神经网络，改良神经网络以提升效果，引入CUDA和GPU以加速GAN训练，以及生成高质量图像的卷积GAN、条件式GAN等话题。附录部分介绍了在很多机器学习相关教程中被忽略的主题，包括计算平衡GAN的理想损失值、概率分布和采样，以及卷积如何工作，还简单解释了为什么梯度下降不适用于对抗式机器学习。


  本书适合想初步了解GAN以及其工作原理的读者,也适合想要学习如何构建GAN的机器学习从业人员。对于正在学习机器学习相关课程的学生，本书可以帮助读者快速入门，为后续的学习打好基础。


  




  
译者序


  近年来，机器学习、神经网络等人工智能相关技术发展迅速，在许多应用领域取得了令人瞩目的成就。越来越多的普通人也得以亲身体验到人工智能带来的变化和便利；与此同时，越来越多的专业人士投入人工智能技术的研究和开发中。成功的应用案例加上高活跃度的从业群体，使智能社会的愿景越来越接近现实。


  对许多初学者来说，学习人工智能技术首先要面临两大挑战。第一大挑战便是对于一项技术的理论基础以及工作原理的理解。在很多教科书中，理论的讲解通常需要大量的数学公式和推导过程。第二大挑战是，即便初学者理解了理论，但要将公式转化为可运行的代码，仍然要求初学者具有扎实的编程能力。有没有这样一本书，可以结合理论和编程，帮助初学者快速入门呢？本书正是这样一本入门教程。本书搭配简洁的代码和图表，解释核心的理论要点。书中的代码易懂且实用，可以帮助读者在短时间内构建可运行的模型。同时，模块化的代码可复用性强，方便读者举一反三。


  生成对抗网络（Generative Adversarial Network，GAN）是神经网络领域的新星。传统神经网络架构具有局限性，一般只能根据输入数据进行类别或数值预测。相比之下，训练后的GAN能自主生成全新的数据，应用潜力巨大。自从伊恩·古德费洛（Ian Goodfellow）关于GAN的论文首次发表后，GAN在业界受到了广泛的关注，引用和扩展GAN的工作层出不穷。本书介绍的图像生成案例极具代表性，其应用GAN的实际效果也很明显。阅读本书之后，读者可以发挥想象力，用其他图像数据集或其他类型数据训练GAN。同时，本书对训练GAN的主要挑战的讨论，也十分具有启发性。


  通过翻译本书，译者希望能够帮助更多的中文读者了解并掌握GAN这项新的技术，并对人工智能有新的理解和体验。由于中英文的使用习惯有所区别，并且大量技术名词没有统一的中文译名，翻译中难免有值得商榷之处，希望广大读者批评指教。


  韩江雷


  





前言


  人工智能（AI）大爆炸！


  近年来，我们一起见证了机器学习和人工智能的飞速发展，重要的技术突破层出不穷。


  如今，智能手机不但能听懂我们说了什么，甚至可以将我们说的话翻译成多种语言；自动驾驶汽车在安全性上已经接近了人工驾驶的水平；在一些疾病的诊断上，计算机甚至比有经验的医生更准确、更快捷。


  围棋起源于中国，迄今已有超过3 000年的历史。尽管与国际象棋相比，围棋的规则更简单，然而其长期策略的复杂度却远远超过国际象棋。最近几年，研究人员开发的机器学习系统频频击败人类围棋世界冠军。不仅如此，该系统甚至通过自学成就了一套3 000年来无人领悟出的新策略！


  计算机在学习完成一个任务的过程中发现新的策略，这是整个机器学习领域的一个重大成就。


  
创意人工智能


  2018年10月，久负盛名的佳士得（Christies）拍卖行以43.25万美元卖出了一幅画作。这幅画作的作者不是人，而是一个神经网络。一幅由人工智能创作的艺术品以如此高价成交，创造了一项新的历史。


  该神经网络是由一种新型的、令人兴奋的“对抗训练”技术训练的。我们称该架构为生成对抗网络（Generative Adversarial Network，GAN）。


  能够创作以假乱真的画作，使GAN备受关注，特别是创意科技领域对GAN技术产生了浓厚的兴趣。GAN的作品并非单纯地从训练样本中复制、模仿，也不是将多个训练数据糅合、平均。这也正是GAN有别于其他机器学习形式之处：GAN已经超越了单纯的复制、平均训练数据，转而开始学习真正的创作和绘画。


  神经网络专家杨立昆（Yann LeCun）称GAN为“机器学习领域近20年来最酷的想法”。


  
年轻的GAN


  相比于传统神经网络数十年的研究和积累，GAN是在2014年由伊恩·古德费洛（Ian Goodfellow）发表论文之后才崭露头角的。


  这意味着，GAN的研究才刚刚起步，有无限的创造、探索空间。


  同时，这也意味着，我们尚未完全理解如何像训练传统神经网络一样训练GAN。如果可以正确运行，GAN会非常有效。然而，大多数时候GAN并不能正常运行。现今，许多研究者正在针对GAN如何运行以及为何失败等问题进行研究。


  
本书适合的读者


  本书适合希望初步了解GAN以及其工作原理的读者。本书同样适用于希望学习如何使用工业级软件构建GAN的从业人员。


  对于较复杂的概念，本书会尽量使用通俗易懂的语言，配以大量插图加以解释。本书会尽量避免使用不必要的术语和数学公式。


  本书的目标是，帮助具有不同背景的读者了解GAN，并可以亲自动手搭建GAN。


  本书并非一本GAN的百科全书，无法涵盖其方方面面。我们有目的地节选了最精华的部分，足够为读者深入研究做好准备。


  对于正在学习机器学习相关课程的学生，本书可以帮助他们快速入门，为接下来的学习打好基础。


  
如何使用本书


  学习一门技术最好的方法莫过于亲自动手。正因为如此，本书通过逐步动手操作的方法，对概念和理论进行解释。


  即便读者按部就班地按照书中指示操作，仍可能会遇到问题。经历失败并寻找解决方案的过程是一种宝贵经历，甚至比从头到尾读一遍GAN的论文更有价值。


  
神经网络


  GAN由神经网络组成。虽然本书会帮助读者重温相关内容，但我仍推荐自己的另一本书 《Python神经网络编程》（Make Your Own Neural Network）。它专门介绍神经网络及其运行原理，非常适合初学者。同时，它也包括微积分（calculus）、梯度下降（gradient descent）等内容，我们在学习GAN的过程中也会用到这些知识。


  该书中文版已由人民邮电出版社出版，详细介绍参见https://www.epubit.com/bookDetails?id=N34292。


  另外，该书也介绍Python编程，可以帮助读者构建简单的神经网络。


  
免费和开源内容


  本书提及的构建GAN所需要的工具和服务都是免费或开源的。我们希望帮助更多读者了解并学会构建神经网络和GAN，因此免费和开源工具十分重要。


  Python是最受欢迎、最容易上手的编程语言之一。它已经成为机器学习和人工智能领域的标准语言。它拥有活跃的全球社区以及完善的库生态系统。


  目前，谷歌（Google）提供一个免费的网页版Python开发环境——Google Colab。这意味着，我们无须安装Python或任何软件，仅需要一台计算机和一个浏览器，即可完全在Google Colab上开发并运行强大的神经网络。


  PyTorch是Python的一个扩展工具集，它简化了设计、构建以及运行机器学习模型的流程，与TensorFlow并列为最流行的机器学习架构。


  同时，这些工具常用于工业界，保证读者可以学以致用。


  
作者的话


  如果读者在读完本书之后，依然无法理解GAN，或者无法亲手构建一个简单的GAN，我的任务就算失败了。


  本书中的内容已在一定范围内的学生和研究人员中测试以确保有效。如果读者有任何疑问，请通过makeyourownneuralnetwork@gmail.com或者GitHub与我联系。


  最后，我强烈建议读者参加当地的机器学习社区。在小组的支持下，学习的效果可以得到很大提升。同时，读者可以分享自己的项目，学习其他人的工作，乐趣无穷。


  我们一起加油吧！


  




  
资源与支持


  本书由异步社区出品，社区（https://www.epubit.com/）为您提供相关资源和后续服务。


  配套资源


  本书提供配套资源下载，想要获得配套资源，请在异步社区本书页面中点击[image: ]，跳转到下载界面，按提示进行操作即可。注意：为保证购书者的权益，该操作会给出相关提示，要求输入提取码进行验证。


  提交勘误


  作者和编辑尽最大努力来确保书中内容的准确性，但难免会存在疏漏。欢迎您将发现的问题反馈给我们，帮助我们提升图书的质量。


  当您发现错误时，请登录异步社区，按书名搜索，进入本书页面，点击“提交勘误”，输入勘误信息，点击“提交”按钮即可，如下图所示。本书的作者和编辑会对您提交的勘误进行审核，确认并接受后，您将获赠异步社区的100积分。积分可用于在异步社区兑换优惠券、样书或奖品。
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  与我们联系


  我们的联系邮箱是contact@epubit.com.cn。


  如果您对本书有任何疑问或建议，请您发邮件给我们，并请在邮件标题中注明本书书名，以便我们更高效地做出反馈。


  如果您有兴趣出版图书、录制教学视频，或者参与图书翻译、技术审校等工作，可以发邮件给我们；有意出版图书的作者也可以到异步社区在线投稿（直接访问www.epubit.com/contribute即可）。


  如果您所在的学校、培训机构或企业想批量购买本书或异步社区出版的其他图书，也可以发邮件给我们。


  如果您在网上发现有针对异步社区出品图书的各种形式的盗版行为，包括对图书全部或部分内容的非授权传播，请您将怀疑有侵权行为的链接发邮件给我们。您的这一举动是对作者权益的保护，也是我们持续为您提供有价值的内容的动力之源。


  关于异步社区和异步图书


  “异步社区”是人民邮电出版社旗下IT专业图书社区，致力于出版精品IT技术图书和相关学习产品，为作译者提供优质出版服务。异步社区创办于2015年8月，提供大量精品IT技术图书和电子书，以及高品质技术文章和视频课程。更多详情请访问异步社区官网https://www.epubit.com。
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第1章　PyTorch和神经网络


  在本章中，我们开始学习PyTorch，并练习用它构建一个简单的图像分类器。


  同时，我们也复习一下神经网络。


  
1.1　PyTorch入门


  在《Python神经网络编程》一书中，我们学习了使用Python和numpy库处理数据，并构建了简单且高效的神经网络模型。


  我们没有使用流行的神经网络架构，如PyTorch和TensorFlow等。我们认为，自己动手从头构建神经网络可以帮助读者更好地理解神经网络的运行机制。


  体会了手动构建神经网络后，构建大型网络的复杂程度可想而知。其中，最烦琐的部分莫过于通过微积分计算反向传播误差（back-propagated error）和网络权重（weight）之间的关系。每当网络结构需要改变时，我们很可能需要重新计算一次。


  现在，我们使用PyTorch来取代大部分的底层工作，从而可以专注于网络的设计。


  PyTorch最强大且最便利的功能之一是，无论我们设想的网络是什么样子的，它都能替我们进行所有的微积分计算。即使设计改变了，PyTorch也会自动更新微积分计算，无须我们亲自动手计算梯度（gradient）。


  同时，PyTorch尽量在外观体验上与Python保持一致，以帮助Python用户快速上手。


  1.1.1　Google Colab


  在《Python神经网络编程》中，我们在本地运行的网页版Python笔记本（notebook）中编辑代码。现在，我们将使用由谷歌提供的Colab免费服务，在谷歌的服务器上运行代码。


  谷歌的Colab服务可以完全通过浏览器访问。我们无须在自己的计算机或笔记本电脑上安装任何软件。


  在开始之前，需要使用谷歌账户登录。假如您有一个Gmail或YouTube账户，它就是您的谷歌账户。如果您没有谷歌账户，则可以通过以下链接创建一个。


  
    	https://accounts.google.com/signup

  


  登录之后，还需要通过访问以下链接激活谷歌Colab服务。


  
    	https://colab.research.google.com

  


  首先，我们看到一个示例Python笔记本。从文件（File）菜单选择“New Python 3 notebook”，创建一个新笔记本：


  [image: 图片 720]


  创建之后，我们应该可以看到，一个空的Python笔记本已经准备就绪了。


  [image: 图片 719]


  在另一个浏览器窗口中，如果我们查看谷歌文件存储Drive，会发现一个名为Colab Notebooks的新文件夹。在默认情况下，新建的Python笔记本都会存储在这个文件夹中。


  下图是一个名为Untitled0.ipynb的新笔记本。


  [image: 图片 718]


  让我们尝试运行一段Python代码。在第一个单元格（cell）中，输入以下代码：

  2 + 3


  点击单元格左侧的“play”（执行）按键[image: 图片 717]运行代码。如果我们最近没有使用Colab服务，那么在执行第一个Python指令时可能要等待片刻，因为谷歌需要一些时间来启动一个虚拟机（virtual machine）并连接我们的笔记本。


  运行完成后，我们可以看到代码运行结果5出现在单元格下方，如下图所示。


  [image: 图片 716]


  至此，我们为学习PyTorch所做的准备工作就全部完成了。


  1.1.2　PyTorch张量


  在使用PyTorch之前，我们需要在Python中导入torch模块。幸运的是，谷歌的Colab服务支持许多流行的机器学习库，其中就包括PyTorch。我们只需将torch导入（import）就可以使用了。这里省略了复杂的安装过程。


  在单元格中输入并运行以下代码。

  import torch


  开始学习PyTorch的一个好方法是，将它的基本信息单元与普通Python进行类比。在普通Python中，我们使用变量（variable）来存储数字。我们可以像使用数学符号一样使用这些变量进行计算，并将结果赋值给新的变量。


  下面是一段普通Python代码的示例。

  # 普通Python变量
x = 3.5
y = x*x + 2
print(x, y)


  我们先创建了一个变量x，并对它赋值3.5。接着，我们再创建一个名为y的新变量，并将表达式x*x + 2的结果赋值给它，即（3.5 × 3.5）+ 2 = 14.25。最后，我们输出x和y的值。


  在一个新单元中输入代码并运行，我们应该能得到同样的结果：


  [image: 图片 715]


  PyTorch使用一种独特的变量存储数字，我们称它为PyTorch张量。让我们创建一个非常简单的张量。

  # 简单PyTorch张量
x = torch.tensor(3.5)
print(x)


  在上面的代码中，我们创建了一个变量x，它的类型是PyTorch张量，初始值为3.5。


  输入并运行以上代码，让我们看一下x的输出值。


  [image: 图片 714]


  以上输出的意思是，该变量的值是3.500 0，同时它被包装在一个PyTorch张量中。了解一个数值的包装容器对我们很有用。


  让我们对这个张量进行一些简单的计算。在下一个单元格类型中，运行以下代码。

  # 简单的张量计算
y = x + 3
print(y)


  这里，我们将表达式x + 3的结果赋值给一个新变量y。我们刚创建的x是一个数值为3.5的PyTorch张量。那么，y的值是什么呢?


  试一下。


  [image: 图片 713]


  我们可以看到y的值是6.500 0，因为3.5 + 3 = 6.5，完全合理。同时，我们看到y也是一个PyTorch张量。


  这种工作方式与numpy相同。这种一致性有助于我们更容易地学习PyTorch。


  1.1.3　PyTorch的自动求导机制


  现在，让我们看一下PyTorch与普通Python和numpy的区别，以及PyTorch的独特之处。


  在下面的代码中，我们用同样的方式创建一个张量x，不过这次我们给了PyTorch一个额外的参数（option） requires_grad=True。我们很快就会看到这个参数的作用。

  # PyTorch张量
x = torch.tensor(3.5, requires_grad=True)
print(x)


  运行代码并观察x的输出值。


  [image: 图片 712]


  我们看到，x的值为3.500 0，类型为张量。与此同时，输出中也显示张量x的requires_grad参数被设置为True。


  我们再次用x创建一个新的变量y，不过这次使用不同的表达式。

  # y以x的函数表示
y = (x-1) * (x-2) * (x-3)
print(y)


  现在，y的值由表达式 （x−1） * （x−2） * （x−3）的结果赋值。下面我们运行代码。


  [image: 图片 711]


  不出所料，y的值是1.875 0。这是因为x的值等于3.5, 且 （3.5−1） × （3.5−2） × （3.5−3） = 1.875 0。


  下图中y = （x−1） × （x−2） × （x−3） 的曲线可以更直观地解释我们的计算过程。


  [image: 图片 710]


  到目前为止，一切看起来都很正常。


  事实上，PyTorch在幕后做了一些额外的工作。它不仅计算出结果等于1.875 0，而且把它加入张量y中。


  事实上，PyTorch记录了y在数学上是由x来定义的。


  如果只是普通的变量或numpy数组，Python并不会也没有必要记录y由x定义。一旦用x的值计算出y值，唯一重要的只是结果。将结果赋值给y，任务便完成了。


  PyTorch张量的工作方式有所不同，它们记录了自己是由哪个张量计算而得，以及如何计算的。在这里，PyTorch记录了y由x定义。


  这样做有什么用呢？让我们继续看。


  我们知道，训练神经网络的计算需要使用微积分计算出误差梯度。也就是说，输出误差改变的速率随着网络链接权重的改变而改变。


  神经网络的输出由链接权重计算得出。输出依赖于权重，就像y依赖于x。下面，我们来看看PyTorch如何计算y随x变化的速率。


  我们计算当x = 3.5时y的梯度，即dy/dx。


  要计算y的梯度，PyTorch需要知道它依赖于哪个张量以及依赖关系的数学表达式。之后便能计算出dy/dx。

  # 计算梯度
y.backward()


  上面的代码完成所有这些步骤。通过观察y，PyTorch发现它来自（x−1） * （x−2） * （x−3），并自动算出梯度dy/dx = 3x2 −12x + 11。


  同时，这行代码也计算出梯度的数值，并与x的实际值一同存储在张量x里。因为x是3.5，所以梯度是3*（3.5*3.5）−12*（3.5）+ 11 = 5.75。


  下图解释了我们是如何计算梯度的。


  [image: 图片 709]


  虽然只有区区一行代码，但y.backward()完成了大量的工作。


  我们可以看一下张量x里梯度的数值。

  # x = 3.5时的梯度
x.grad


  运行以下代码。


  [image: 图片 708]


  答案正确！


  我们通过x的参数requires_grad=True告诉PyTorch我们希望得到一个关于x的梯度。


  至此，我们可以看出PyTorch张量比普通Python变量和numpy数组的功能更丰富。一个PyTorch张量可以包含以下内容。


  
    	除原始数值之外的附加信息，比如梯度值。


    	关于它所依赖的其他张量的信息，以及这种依赖的数学表达式。

  


  上面，我们只是简单示范了这个非常强大的功能。这种关联张量和自动微分的能力是PyTorch最重要的特性，几乎所有的其他功能都基于这一特性。


  我们可以在下面的笔记本中找到刚刚用到的代码：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/00_

    pytorch_basics.ipynb

  


  1.1.4　计算图


  上面演示的自动梯度计算看似很神奇，但它其实并不是魔术。


  它背后的原理很值得深入了解，这些知识将帮助我们构建更大规模的网络。


  看看下面这个非常简单的网络。它甚至不算一个神经网络，而只是一系列计算。


  [image: 图片 707]


  在上图中，我们看到输入x被用于计算y，y再被用于计算输出z。


  假设y和z的计算过程如下：


  [image: 图片 706]


  如果我们希望知道输出z如何随x变化，我们需要知道梯度dy/dx。下面我们来逐步计算。


  [image: 图片 705]


  第一行是微积分的链式法则（chain rule），对我们非常重要。如果读者需要复习该法则，可以查阅《Python神经网络编程》一书，其附录A专门介绍了微积分和链式法则。


  我们刚刚算出，z随x的变化可表示为4x。如果x = 3.5，则dz/dx = 4 × 3.5 = 14。


  当y以x的形式定义，而z以y的形式定义时，PyTorch便将这些张量连成一幅图，以展示这些张量是如何连接的。这幅图叫计算图（computation graph）。


  在我们的例子中，计算图看起来可能是下面这样的：


  [image: 图片 704]


  我们可以看到y是如何从x计算得到的，z是如何从y计算得到的。此外，PyTorch还增加了几个反向箭头，表示y如何随着x变化，z如何随着y变化。这些就是梯度，在训练过程中用来更新神经网络。微积分的过程由PyTorch完成，无须我们自己动手计算。


  为了计算出z如何随着x变化，我们合并从z经由y回到x的路径中的所有梯度。这便是微积分的链式法则。


  让我们看一下它们的代码。在一个新的笔记本中，导入torch，并输入以下代码，建立x、y和z之间的关系。

  # 创建包含x、y和z的计算图
x = torch.tensor(3.5, requires_grad=True)
y = x*x
z = 2*y + 3


  PyTorch先构建一个只有正向连接的计算图。我们需要通过backward()函数，使PyTorch计算出反向的梯度。

  # 计算梯度
z.backward()


  梯度dz/dx在张量x中被存储为x.grad。

  # 当x = 3.5时的梯度
x.grad


  运行代码并验证结果。


  [image: 图片 703]


  答案是14，与我们之前手动计算出的结果是一样的。


  值得注意的是，张量x内部的梯度值与z的变化有关。这是因为我们要求PyTorch使用z.backward ()从z反向计算。因此，x.grad是dz/dx，而不是dy/dx。


  大多数有效的神经网络包含多个节点，每个节点有多个连进该节点的链接，以及从该节点出发的链接。让我们来看一个简单的例子，例子中的节点有多个进入的链接。


  [image: 图片 702]


  可见，输入a和b同时对x和y有影响，而输出z是由x和y计算出来的。


  这些节点之间的关系如下。


  [image: 图片 701]


  我们按同样的方法计算梯度。


  [image: 图片 700]


  接着，把这些信息添加到计算图中。


  [image: 图片 699]


  现在，我们可以轻易地通过z到a的路径计算出梯度dz/da。实际上，从z到a有两条路径，一条通过x，另一条通过y，我们只需要把两条路径的表达式相加即可。这么做是合理的，因为从a到z的两条路径都影响了z的值，这也与我们用微积分的链式法则计算出的dz/da的结果一致。


  [image: 图片 698]


  第一条路径经过x，表示为2 × 2；第二条路径经过y，表示为3×10a。所以，z随a变化的速率是4 + 30a。


  如果a是2，则dz/da是4 + 30 × 2 = 64。


  我们来检验一下用PyTorch是否也能得出这个值。首先，我们定义PyTorch构建计算图所需要的关系。

  # 创建包含x、y和z的计算图
a = torch.tensor(2.0, requires_grad=True)
b = torch.tensor(1.0, requires_grad=True)
x = 2*a + 3*b
y = 5*a*a + 3*b*b*b
z = 2*x + 3*y


  接着，我们触发梯度计算并查询张量a里面的值。

  # 计算梯度
z.backward()
 
# 当a = 2.0时的梯度
a.grad


  看看PyTorch计算的答案是否与我们的一致。


  [image: 图片 697]


  结果完全一致！


  有效的神经网络通常比这个小型网络规模大得多。但是PyTorch构建计算图的方式以及沿着路径向后计算梯度的过程是一样的。


  有的读者可能还不清楚，这些与神经网络的误差以及更新内部权重之间有什么关系。下面我们来讨论这个问题。


  假设，一个简单网络的输出是z，正确的输出是t。那么，误差E即（z−t），或者更常见的（z−t）2。误差E只是网络的一个节点，该网络以（z−t）2从z计算E的值。现在，有效的输出节点是E，而不是z。PyTorch可以计算出新的E对于输入的梯度。


  在《Python神经网络编程》中，我们使用dE/dw来训练神经网络，其中w是网络中的一个权重。我们一直在研究dz/da，其中a是输入，而不是权重。这有问题吗? 并没有，因为我们可以把权重也想象成一个节点。


  下图解释了z如何依赖于y的信号和w2的权值。这个关系可以是在神经网络中常见的z = w2 × y。


  [image: 图片 696]


  可以直观地看到，计算dz/dw2的方式与计算dz/dy相同。与之前的例子一样，我们可以沿着从z到w1的路径找到dz/dw1。


  我们刚刚看到的是一个简化版的PyTorch内核，基本思想是一样的。通过理解刚刚讨论的模型，我们将能更准确地构建更复杂的PyTorch网络。


  我们探索计算图的代码可以从以下笔记本中找到：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/01_

    pytorch_computation_graph.ipynb

  


  讲了这么多理论，接下来让我们试着搭建一个PyTorch神经网络。


  1.1.5　学习要点


  
    
      	
        Colab服务允许我们在谷歌的服务器上运行Python代码。Colab使用Python笔记本，我们只需要一个Web浏览器即可使用。

      


      	
        PyTorch是一个领先的Python机器学习架构。它与numpy类似，允许我们使用数字数组。同时，它也提供了丰富的工具集和函数，使机器学习更容易上手。

      


      	
        在PyTorch中，数据的基本单位是张量（tensor）。张量可以是多维数组、简单的二维矩阵、一维列表，也可以是单值。

      


      	
        PyTorch的主要特性是能够自动计算函数的梯度（gradient）。梯度的计算是训练神经网络的关键。为此，PyTorch需要构建一张计算图（computation graph），图中包含多个张量以及它们之间的关系。在代码中，该过程在我们以一个张量定义另一个张量时自动完成。

      

    

  


  
1.2　初试PyTorch神经网络


  接下来，我们继续学习使用PyTorch来构建一个神经网络，用它执行一个简单的任务。


  1.2.1　MNIST图像数据集


  在《Python神经网络编程》中，我们学习了如何构建一个神经网络，并用它对手写数字进行分类。


  [image: 图片 691]


  MNIST数据集是一组常见的图像，常用于测评和比较机器学习算法的性能。其中6万幅图像用于训练机器学习模型，另外1万幅用于测试模型。


  这些大小为28像素× 28像素的单色（monochrome） 图像没有颜色。每个像素是一个0～255的数值，表示该像素的明暗度。


  1.2.2　获取MNIST数据集


  首先，进入我们在Colab中存储Python笔记本的文件夹。点击“New”（新建）按键，创建一个名为mnist_data的新文件夹。


  该文件夹应该与我们的其他笔记本在同一路径下，如下图所示。


  [image: 图片 690]


  通过以下链接将MNIST数据集下载到我们的计算机本地硬盘。


  
    	训练数据：https://pjreddie.com/media/files/mnist_train.csv。


    	测试数据：https://pjreddie.com/media/files/mnist_test.csv。

  


  下载完成之后，把这两个文件上传到mnist_data文件夹。我们可以先进入mnist_data文件夹，点击“New”（新建）按键，再选择“Upload files”（上传文件）。


  [image: 图片 689]


  稍等片刻，我们便可以在mnist_data文件夹里看到这两个文件。


  1.2.3　数据预览


  在使用任何工具和算法处理新数据之前，我们建议先进行数据探索。


  首先，我们需要确保上传的数据能够被Python代码访问。这需要我们加载Google Drive，使它作为一个文件夹出现。


  创建一个新的记事本，并运行以下代码。

  # 加载数据文件
from google.colab import drive
drive.mount('./mount')


  我们将被提示点击一个链接，进入一个新浏览器窗口。在新窗口中，我们被要求确认账户并授权Google Drive可被访问。然后，我们需要复制得到的代码，并将代码粘贴到笔记本单元格里。


  [image: 图片 688]


  完成之后，我们将可以在Python代码中访问文件夹./mount，确认Google Drive已被正确加载。


  我们的MNIST数据文件是CSV格式的，每行由被逗号分隔的值组成。有很多方法可以加载和查看数据。这里，我们使用简单易用的pandas库。


  在一个新单元格中，导入pandas库。

  # 导入pandas库，用于读取CSV文件
import pandas


  在下一个单元格中，我们使用pandas将训练数据读取到一个DataFrame中。下面是一整行代码。它看起来很长，因为mnist_train.csv文件的文件路径比较长。

  df = pandas.read_csv('mount/My Drive/Colab Notebooks/myo_gan/
mnist_data/mnist_train.csv', header=None)


  我们可以检查代码中使用的文件路径是否与文件的存储位置匹配。比如，我自己的代码和数据都放在Colab笔记本的myo_gan文件夹中。


  pandas DataFrame是一个与numpy数组相似的数据结构，具有许多附加功能，包括可为列和行命名，以及提供便利函数对数据求和和过

  滤等。


  我们可以使用head()函数查看一个较大DataFrame的前几行。

  df.head()


  这里我们只显示数据集的前5行。


  [image: 图片 687]


  MNIST的每一行数据包含785个值。第一个值是图像所表示的数字，其余的784个值是图像（尺寸为28像素× 28像素）的像素值。


  我们可以使用info()函数查看DataFrame的概况。


  [image: 图片 686]


  以上结果告诉我们，该DataFrame有60 000行。这对应60 000幅训练图像。同时，我们也可以确认每行有785个值。


  让我们将一行像素值转换成实际图像来直观地查看一下。


  我们使用通用的matplotlib库来显示图像。在下面的代码中，我们导入matplotlib库的pyplot包。

  # 导入pandas库用于读取CSV文件
import pandas
# 导入matplotlib用于绘图
import matplotlib.pyplot as plt


  运行更新后的单元格，pyplot即可使用。


  我们来看下面的代码。

  # 从DataFrame读取数据
row = 0
data = df.iloc[row]
 
# 第一个值是标签
label = data[0]
 
# 图像是余下的784个值
img = data[1:].values.reshape(28,28)
plt.title("label = " + str(label))
plt.imshow(img, interpolation='none', cmap='Blues')
plt.show()


  首先，从MNIST数据中选取我们感兴趣的图像。第一幅图像，也就是第一行，可通过row = 0选定。df.iloc[row]选择数据集的第一行并赋值给变量data。


  接着，我们从该行中选择第一个数字，并将其命名为label，也就是标签。


  然后选择该行中其余的784个值，并将它们重新映射为一个28 × 28的正方形数组。我们将这个数组赋值给变量img，因为它是图像。接着，我们将数组绘制为位图，并在标题中显示之前提取的标签。绘制位图的imshow()函数有很多标签选项，我们使用的两个选项分别指示pyplot无须平滑像素以及指定调色板的颜色为蓝色。


  [image: 图片 685]


  现在，我们看到了MNIST训练数据集中的第一幅图像。它看起来像5，标签也确认是5。


  我们可以试着通过更改行数并重新运行单元格来查看其他图像。例如，如果设row = 13，我们应看到一个看起来像6的图像。


  我们刚才使用的代码可以在以下链接中找到：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/02_

    mnist_data.ipynb

  


  1.2.4　简单的神经网络


  在开始编写神经网络代码之前，让我们先画出希望实现的目标。下图显示了我们的起始点和终点。


  起始点是一幅MNIST数据集中的图像，它的像素个数为28×28=784。这意味着我们的神经网络的第一层必须有784个节点。对于输入层的大小，我们没有太多的选择。


  [image: 图片 684]


  可以选择的是最后的输出层。它需要回答“这是什么数字”的问题。答案是0～9的任意一个数字，也就是10种不同输出。最直接的解决方案是，为每一个可能的类别分配一个节点。


  对于隐藏的中间层，我们有更多的选择。然而，我们的学习重点是如何使用PyTorch，而不是优化隐藏层设计。因此，我们继续沿用《Python神经网络编程》中大小为200的中间层。


  网络中任何一层的所有节点，都会连接到下一层中的所有节点。这种网络层也被称为全连接层（fully connected layer）。


  上图缺少了一项关键的信息。我们需要为隐藏层和输出层的输出选择一个激活函数（activation function）。在《Python神经网络编程》中，我们使用了S型逻辑函数Sigmoid。为了简单起见，我们继续用它作为激活函数。


  [image: 图片 683]


  现在，我们准备好用PyTorch实现这个网络设计了。PyTorch简化了构建和运行神经网络的流程。为此，我们需要遵循PyTorch的编码规则。


  当创建神经网络类时，我们需要继承PyTorch的torch.nn模块。这样一来，新的神经网络就具备了许多PyTorch的功能，如自动构建计算图、查看权重以及在训练期间更新权重等。


  在一个新的笔记本中，同时导入torch和torch.nn。

  # 导入库
　
import torch
import torch.nn as nn


  将torch.nn模块作为nn导入，是一种常见的命名方式。


  接着，我们开始构建神经网络类（class）。下面的代码展示了一个名为Classifier的类，它继承了nn.Module。

  class Classifier(nn.Module)：

    def __init__(self)：
        # 初始化PyTorch父类
        super().__init__()


  __init__(self)是一个特殊的函数，当我们从一个类中创建对象（object）时需要调用它。它通常用于设置一个对象，为被调用做好准备。读者可能听说过它的另一个名字——构造函数（constructor）。这是一个很形象的名称。这里，super()._init__()语句看似很神秘，但事实上只不过是调用了父类的构造函数。可以说，PyTorch.nn模块会为我们设置分类器，很简单吧。


  现在，我们开始设计神经网络的结构。设计网络结构有多种方法。对于简单的网络，我们可以使用nn.Sequential()，它允许我们提供一个网络模块的列表。模块必须按照我们希望的信息传递顺序添加到容器中。

  class Classifier(nn.Module)：

    def __init__(self)：
        # 初始化PyTorch父类
        super().__init__()

        # 定义神经网络层
        self.model = nn.Sequential(
            nn.Linear(784, 200),
            nn.Sigmoid(),
            nn.Linear(200, 10),
            nn.Sigmoid()
        )


  我们看到nn.Sequential()中包括以下模块。


  
    	nn.Linear(784, 200)是一个从784个节点到200个节点的全连接映射。这个模块包含节点之间链接的权重，在训练时会被更新。


    	nn.Sigmoid()将S型逻辑激活函数应用于前一个模块的输出，也就是本例中200个节点的输出。


    	nn.Linear(200, 10)是将200个节点映射到10个节点的全连接映射。它包含中间隐藏层与输出层10个节点之间所有链接的权重。


    	nn.Sigmoid()再将S型逻辑激活函数应用于10个节点的输出。其结果就是网络的最终输出。

  


  有读者可能会问：nn.Linear因何得名？这是因为，当数值从输入端传递到输出端时，该模块对它们应用了Ax + B形式的线性函数。这里，A为链接权重，B为偏差（bias）。这两个参数都会在训练时被更新。它们也被称为可学习参数 （learnable parameter）。


  我们已经定义了神经网络的模块以及正向的信息传导。不过，我们还没有定义如何计算误差以及用误差更新网络的可学习参数。


  定义网络误差的方法有多种，PyTorch为常用的方法提供了方便的函数支持。其中，最简单的是均方误差（mean squared error）。均方误差先计算每个输出节点的实际输出和预期输出之差的平方，再计算平均值。PyTorch将其定义为torch.nn.MSELoss()。


  我们可以选择这个误差函数，并在构造函数中创建一个变量。

  # 创建损失函数
self.loss_function = nn.MSELoss()


  我们发现，“误差函数”（error function）和“损失函数”（loss function）这两个词常被互换使用，通常这是可以接受的。如果希望更精确一些，“误差”单纯指预期输出和实际输出之间的差值，而“损失”是根据误差计算得到的，需要考虑具体需要解决的问题。


  我们需要使用误差，更准确地说是损失，来更新网络的链接权重。同样地，更新权重的方法有多种，PyTorch提供了函数来支持常用的几种方法。我们先使用一个《Python神经网络编程》中提到的简单方法——随机梯度下降（stochastic gradient descent，SGD），将学习率设置为0.01。

  # 创建优化器，使用简单的梯度下降
self.optimiser = torch.optim.SGD(self.parameters(), lr=0.01)


  在上面的代码中，我们把所有可学习参数都传递给SGD优化器。这些参数可以通过self.parameters()访问，这也是PyTorch提供的功能之一。


  PyTorch假定通过一个forward()方法向网络传递信息。我们需要自己创建一个forward()方法，但它可以非常简短。

  def forward(self, inputs)：
    # 直接运行模型
    return self.model(inputs)


  这里，我们只将输入传递给self.model()，它由nn.Sequential()定义。模型的输出直接返回给forward()的主调函数。


  下面我们回顾一下到目前为止的进展。


  
    	通过继承nn.Module，我们创建了一个神经网络类。它从nn. Module中继承了训练神经网络所需的大部分功能。


    	我们定义了处理信息的神经网络模块。对于简单的神经网络，我们选择使用精简的nn.Sequential方法。


    	我们定义了损失函数和更新网络可学习参数的优化器。


    	最后，我们添加了一个forward()函数，PyTorch会通过它将信息传递给网络。

  


  现在，我们的神经网络类应该是下面这样的：

  # 分类器类
 
class Classifier(nn.Module)：

    def __init__(self)：
        # 初始化PyTorch父类
        super().__init__()

        # 定义神经网络层
        self.model = nn.Sequential(
            nn.Linear(784, 200),
            nn.Sigmoid(),
            nn.Linear(200, 10),
            nn.Sigmoid()
        )

        # 创建损失函数
        self.loss_function = nn.MSELoss()

        # 创建优化器，使用简单的梯度下降
        self.optimiser = torch.optim.SGD(self.parameters(), 
        lr=0.01)

        pass

    def forward(self, inputs)：
        # 直接运行模型
        return self.model(inputs)


  接下来，我们该如何训练这个网络呢? 我们需要一个像forward()函数一样的train()函数吗? 实际上，这不是必需的。PyTorch允许我们按自己的想法构建网络的训练代码。


  为了代码的整洁，我们选择与forward()保持一致，创建一个train()函数。


  train()既需要网络的输入值，也需要预期的目标值。这样才可以与实际输出进行比较，并计算损失值。

  def train(self, inputs, targets)：
    # 计算网络的输出值
    outputs = self.forward(inputs)
    # 计算损失值
    loss = self.loss_function(outputs, targets)


  train()函数首先做的，是使用forward()函数传递输入值给网络并获得输出值。


  我们之前定义的损失函数在这里是用来计算损失值的。可以看出，PyTorch简化了计算过程。我们只需要向该函数提供网络的输出值和预期目标值即可。


  下一步，是使用损失来更新网络的链接权重。在《Python神经网络编程》中，我们需要为每个节点计算误差梯度，再更新链接权值。


  PyTorch简化了这个过程。

  # 梯度归零，反向传播，并更新权重
self.optimiser.zero_grad()
loss.backward()
self.optimiser.step()


  这3个步骤算得上是所有PyTorch神经网络的精髓所在。下面我们一步一步来具体讨论。


  
    	首先，optimiser.zero_grad()将计算图中的梯度全部归零。


    	其次，loss.backward()从loss函数中计算网络中的梯度。


    	最后，optimiser.step()使用这些梯度来更新网络的可学习参数。

  


  在每次训练网络之前，我们需要将梯度归零。否则，每次loss. backward()计算出来的梯度会累积。


  在1.1.4节，我们使用backward()函数计算了一个简单网络的梯度。在这里，backward()函数的用法是一样的。我们可以把计算图的最终节点看作损失函数。该函数对每个进入损失的节点计算梯度。这些梯度是损失随着每个可学习参数的变化。


  优化器利用这些梯度，逐步（step）沿着梯度更新可学习参数。


  现在，我们终于有了一个可以训练的网络。在训练它之前，我们先添加一种方法，以便观察训练效果的好坏。


  1.2.5　可视化训练


  在《Python神经网络编程》中，当训练神经网络时，我们没有办法看到训练的进展。我们能在训练后评估网络的效果，但是没有办法知道训练进展得是否顺利，也无法知道是否应该继续训练。


  跟踪训练的一种方法是监控损失。在train()中，我们在每次计算损失值时，将副本保存在一个列表里。这意味着该表会变得非常大，因为训练神经网络通常会运行成千上万、甚至百万个样本。MNIST数据集有60 000个训练样本，而且我们可能需要运行好几个周期（epoch）。一种更好的方法是，在每完成10个训练样本之后保留一份损失副本。这就需要我们记录train() 的运行频率。


  下面的代码在神经网络类的构造函数中创建一个初始值为0的计数器（counter）以及一个名为progress的空列表。

  # 记录训练进展的计数器和列表
self.counter = 0
self.progress = []


  在train()函数中，我们可以每隔10个训练样本增加一次计数器的值，并将损失值添加进列表的末尾。

  # 每隔10个训练样本增加一次计数器的值，并将损失值添加进列表的末尾
self.counter += 1
if (self.counter % 10 == 0)：
    self.progress.append(loss.item())
    pass


  在上述代码中，% 10表示除以10之后的余数，当计数器为10、20、30等时，余数为0。这里使用的item()函数只是为了方便展开一个单值张量，获取里面的数字。


  我们可以在每10 000次训练后打印计数器的值，这样可以了解训练进展的快慢。

  if (self.counter % 10000 == 0)：
    print("counter = ", self.counter)
    pass


  要将损失值绘制成图，我们可以在神经网络类中添加一个新函数plot_progress()。

  def plot_progress(self)：
    df = pandas.DataFrame(self.progress, columns=['loss'])
    df.plot(ylim=(0, 1.0), figsize=(16,8), alpha=0.1, marker='.', 
    grid=True, yticks=(0, 0.25, 0.5))
    pass


  这段代码看起来很复杂，但其实只有两行。第一行将损失值列表progress转换为一个pandas DataFrame，这样方便我们绘制图。第二行使用plot()函数的选项，调整图的设计和风格。


  现在我们距离开始训练这个网络仅一步之遥。


  1.2.6　MNIST数据集类


  我们之前已经将一个CSV文件中的MNIST数据加载到pandas DataFrame中。我们完全可以继续从DataFrame中读取数据。然而，为了学习PyTorch，我们应该尝试以PyTorch的方式加载和使用数据。


  PyTorch使用torch.utils.data.DataLoader实现了一些实用的功能，比如自动打乱数据顺序、多个进程并行加载、分批处理等，需要先将数据载入一个torch.utils.data.Dataset对象。


  为了简单起见，我们暂时不需要打乱数据顺序或分批处理。但是，我们仍会使用torch.utils.data.Dataset类，以积累使用PyTorch的经验。


  通过以下代码导入PyTorch的torch.utils.data.Dataset类。

  from torch.utils.data import Dataset


  当我们从nn.Module继承一个神经网络类时，需要定义forward()函数。同样地，对于继承自Dataset的数据集，我们需提供以下两个特殊的函数。


  
    	__len__()，返回数据集中的项目总数。


    	__getitem__()，返回数据集中的第n项。

  


  接下来，我们会创建一个MnistDataset类，并提供__len__()方法，允许PyTorch通过len(mnist_dataset)获取数据集的大小。同时，我们也会提供__getitem__()，允许我们通过索引获取项目，例如使用mnist_dataset[3]访问第4项。


  下面是MnistDataset类的具体定义。

  class MnistDataset(Dataset)：

    def __init__(self, csv_file)：
        self.data_df = pandas.read_csv(csv_file, header=None)
        pass

    def __len__(self)：
        return len(self.data_df)
    def __getitem__(self, index)：
        # 目标图像 (标签)
        label = self.data_df.iloc[index,0]
        target = torch.zeros((10))
        target[label] = 1.0

        # 图像数据, 取值范围是0~255，标准化为0~1
        image_values = torch.FloatTensor(self.data_df.iloc 
        [index,1:].values) / 255.0

        # 返回标签、图像数据张量以及目标张量
        return label, image_values, target

    pass


  首先，在创建该类的一个对象时，csv_file被读入一个名为data_df的pandas DataFrame。


  __len__() 函数的作用是返回DataFrame的大小。这很简单!


  __getitem__()函数则比较有趣。就像我们之前对MNIST数据所做的实验一样，我们从数据集中的第index项中提取一个标签（label）。


  接着，我们创建了一个维度为10的张量变量target来表示神经网络的预期输出。除了与标签相对应的项是1之外，其他值皆为0。比如，标签0所对应的张量是[1, 0, 0, 0, 0, 0, 0, 0, 0, 0]，而标签4所对应的张量是[0, 0, 0, 0, 1, 0, 0, 0, 0, 0]。这种表示方法叫独热编码 （one-hot encoding）。


  然后，我们以像素值创建一个张量变量image_values。所有像素值都被除以255，结果值的范围是0～1。


  最后，__getitem__() 返回label、image_values和target 3个值。


  即使PyTorch不需要，我们也可以为MnistDataset类添加一个制图方法，以方便查看我们正在处理的数据。为此，我们需要跟之前一样，导入matplotlib.pyplot库。

  def plot_image(self, index)：
    arr = self.data_df.iloc[index,1:].values.reshape(28,28)
    plt.title("label = " + str(self.data_df.iloc[index,0]))
    plt.imshow(arr, interpolation='none', cmap='Blues')
    pass


  让我们检查一下到目前为止是否一切正常。首先，我们从类中创建一个数据集对象，并将其CSV文件位置传递给它。

  mnist_dataset = MnistDataset('mount/My Drive/Colab Notebooks/
myo_gan/mnist_data/mnist_train.csv')


  我们知道类构造函数将CSV文件中的数据加载到pandas DataFrame中。让我们使用plot_image()函数绘制数据集中的第10幅图像。第10幅图像的索引是9，因为第一幅的索引是0。

  mnist_dataset.plot_image(9)


  我们应该看到一个手写数字图像“4”。标签也告诉我们它应该是“4”。


  [image: 图片 682]


  这证明我们的数据集类可以正确地加载数据了。


  接着，检查mnist_dataset是否允许我们通过索引访问，例如mnist_dataset[100]。我们应该看到它返回标签、像素值和目标张量。


  1.2.7　训练分类器


  现在，训练一个分类器神经网络非常简单。因为我们已经完成了复杂的工作，包括定义数据集类和神经网络类。


  首先，我们从Classifier类创建一个神经网络。

  # 创建神经网络
C = Classifier()


  训练网络的代码同样很简单：

  # 在MNIST数据集训练神经网络
for label, image_data_tensor, target_tensor in mnist_dataset：
    C.train(image_data_tensor, target_tensor)
    pass


  由于mnist_dataset继承了PyTorch Dataset，它允许我们使用for循环遍历所有训练数据。对于每个样本，我们只将图像数据和目标张量传递给分类器的train()方法。


  从《Python神经网络编程》中我们知道，多次使用整个数据集来训练我们的神经网络是很有帮助的。我们可以通过在训练循环周围添加一个外部周期循环来多次使用整个数据集。


  最后，记录一个Python笔记本单元格运行所需时间也很简单。我们只需要在要计时的单元格顶部添加%%time。在做神经网络实验时，它非常实用。因为它决定了在训练网络的过程中，我们有多长时间可以去喝咖啡!


  我们的单元格是这样的：

  %%time 
# 创建神经网络
C = Classifier()

# 在MNIST数据集训练神经网络
epochs = 3

for i in range(epochs)：
    print('training epoch', i+1, "of", epochs)
    for label, image_data_tensor, target_tensor in mnist_dataset：
        C.train(image_data_tensor, target_tensor)
        pass
    pass


  运行单元格需要一些时间。在每调用10 000次之后，train()会打印一次更新，显示它处理了多少个样本。


  [image: 图片 681]


  我们可以看到，训练3个周期只用了差不多4分钟。考虑到每个周期有60 000个训练样本，所以可以认为这个速度是相当不错的。


  让我们绘制收集到的损失值，以了解训练的进展。

  # 绘制分类器损失值
C.plot_progress()


  我们应该会看到一幅与下图类似但不完全一样的图。因为训练神经网络本质上是一个随机过程。


  [image: 图片 680]


  从上图可见，损失值从一开始迅速下降到大约0.1，并在训练过程中越来越慢地接近0。同时，噪声也非常多。


  损失值的下降意味着网络分类图像的能力越来越好。


  损失图真的很实用，它让我们了解到网络训练是否有效。它也告诉我们训练是平稳的，还是不稳定的、混乱的。


  1.2.8　查询神经网络


  现在我们有了一个训练后的网络，可以进行图像分类了。我们将切换到包含10 000幅图像的MNIST测试数据集。这些是我们的神经网络从来没看到过的图像。


  让我们用一个新的Dataset对象加载数据集。

  # 加载MNIST测试数据
mnist_test_dataset = MnistDataset('mount/My Drive/Colab 
Notebooks/gan/mnist_data/mnist_test.csv')


  我们可以从测试数据集中挑选一幅图像来查看。下面的代码选择了索引为19（record=19）的第20幅图像。

  # 挑选一幅图像
record = 19
 
# 绘制图像和标签
mnist_test_dataset.plot_image(record)


  这幅图像看起来像“4”。从记录中提取的标签也证实它是“4”。


  [image: 图片 679]


  让我们看看训练过的神经网络是如何判断这幅图像的。下面的代码继续使用第20幅图像并提取像素值作为image_data。我们使用forward()函数将图像传递并通过神经网络。

  image_data = mnist_test_dataset[record][1]

# 调用训练后的神经网络
output = C.forward(image_data)
# 绘制输出张量
pandas.DataFrame(output.detach().numpy()).plot(kind='bar', 
legend=False, ylim=(0,1))


  输出被转换成一个简单的numpy数组，再被包装成一个DataFrame，以便绘制柱形图。


  [image: 图片 678]


  10条柱形分别对应10个神经网络输出节点的值。最大值对应节点4，也就是说我们的网络认为图像是4。


  好极了! 网络对测试图像的分类是正确的。


  更进一步地观察会发现，所有其他节点的输出都不是0。我们不能指望神经网络能够输出明确的答案。事实上，这幅图像看起来也像9，但是与4的相似度更高。回头再看实际的图像，我们可以看到9和4有时候的确不容易区分。


  读者可以选另一幅图像试一试。比如，第43幅图像是一个很好的模糊图像例子。此外，看看是否能找到让网络出错的图像。我所训练的网络错误地分类第34幅图像。查看这幅图像会发现，它的确写得特别潦草。


  1.2.9　简易分类器的性能


  要知道我们的神经网络对图像分类的表现如何，一种直接的方法是对MNIST测试数据集中所有10 000幅图像进行分类，并记录正确分类的样本数。分类是否正确可以通过比较网络输出和图像的标签来分辨。


  在以下代码中，分数score的初始值为0。接着遍历测试数据，并在每次网络输出与标签匹配时加分。

  # 测试用训练数据训练后的网络

score = 0
items = 0

for label, image_data_tensor, target_tensor in mnist_test_
dataset：
    answer = C.forward(image_data_tensor).detach().numpy()
    if (answer.argmax() == label)：
        score += 1
        pass
    items += 1

    pass

print(score, items, score/items)


  answer.argmax()语句的作用是输出张量answer中最大值的索引。如果第一个值是最大的，则argmax是0。这是回答“哪个节点的值最大”的一种推荐方法。


  下面打印最后得分以及神经网络答对的样本占总样本的分数。


  [image: 图片 677]


  从上图中可以看到，模型的最后分数约为87%。考虑到这是一个简单的网络，这个分数还不算太差。


  试一试，是否可以通过训练网络3个周期以上来提高得分。如果训练少于3个周期，得分又会怎么样?


  读者可以在以下链接获取我们构建这个简单的MNIST分类器所用的代码：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/03_

    mnist_classifier.ipynb

  


  
1.3　改良方法


  在前一部分中，我们构建了一个神经网络，对手写数字的图像进行分类。尽管我们故意将网络设计得很简单，但它仍然可以很好地运行，并在MNIST测试数据集取得了大约87%的准确率。


  在本节中，我们将探讨一些改良方法，帮助我们提高网络的性能。


  1.3.1　损失函数


  有时候，我们会把一些神经网络的输出值设计为连续范围的值。例如，一个预测温度的网络会输出0～100℃的任何值。


  也有时候，我们会把网络设计成输出true/false或1/0。例如，我们要判断一幅图像是不是猫，输出值应该尽量接近0.0或1.0，而不是介于两者之间。


  如果我们针对不同情况设计损失函数，会发现均方误差只适用于第一种情况。有的读者可能知道这是一个回归（regression）任务，不过不知道也没关系。


  对于第二种情况，也就是一个分类（classification）任务，更适合使用其他损失函数。一种常用的损失函数是二元交叉熵损失 （binary cross entropy loss），它同时惩罚置信度（confidence）高的错误输出和置信值低的正确输出。PyTorch将其定义为nn.BCELoss()。


  我们的网络对MNIST图像进行分类，属于第二种类型。在理想情况下，输出节点中应该只有一个接近1.0，其他全部接近0.0。


  复制之前的笔记本，将损失函数从MSELoss()更改为BCELoss()。

  self.loss_function = nn.BCELoss()


  让我们像以前一样训练网络3个周期。测试数据集的性能得分（准确率）从87%提高到了91%。


  再来看看损失图表。


  [image: 图片 676]


  我们可以看到，损失值的确在下降，不过下降的速度比MSELoss()慢。损失值的噪声也更大，以至于在训练的后期偶尔也有较高的损失值出现。


  虽然损失图看起来比之前要糟糕一些，但是在训练结束时，大部分损失值都更低，性能得分也更高。


  我们再来看一下测试数据集中对于第19幅图像的输出值。


  [image: 图片 675]


  可以看出，网络现在更确信图像是4。判断图像为9的置信度大大降低了。


  1.3.2　激活函数


  S型逻辑函数在神经网络发展的早期被广泛使用，因为它的形状看起来比较符合自然界中的实际情况。科学家们普遍认为，动物的神经元之间在传递信号时，也存在一个类似的阈值。此外，也因为在数学上它的梯度较容易计算。


  然而，它具有一些缺点。最主要的一个缺点是，在输入值变大时，梯度会变得非常小甚至消失。这意味着，在训练神经网络时，如果发生这种饱和（saturation），我们无法通过梯度来更新链接权重。


  [image: 图片 674]


  其他可选的激活函数有许多。一个简单的解决方案是使用直线作为激活函数，而直线的固定梯度是永远不会消失的。


  [image: 图片 673]


  这个激活函数被称为线性整流函数（rectified linear unit）, 在PyTorch中被定义为ReLU()函数。


  实际上，如果所有负值的斜率都是0，小于0的输入部分同样存在梯度消失的问题。一个简单的改良是在函数的左半边增加一个小梯度，这被称为带泄漏线性整流函数（Leaky ReLU）。


  [image: 图片 672]


  让我们将损失函数重置为MSELoss()，并将激活函数改为LeakyReLU（0.02），其中0.02是函数左半边的梯度。

  # 定义神经网络层
self.model = nn.Sequential(
    nn.Linear(784, 200),
    nn.LeakyReLU(0.02),
    nn.Linear(200, 10),
    nn.LeakyReLU(0.02)
)


  重新训练网络3个周期。以我的模型来说，在测试数据集的准确率现在达到了97%。从之前的87%到现在的97%是一个巨大的飞跃，已经非常接近使用更复杂网络的工业级纪录。


  我们再来看看损失图。


  [image: 图片 671]


  从图中可见，损失值从一开始就迅速下降到接近于0。即使在训练初期，平均损失值就很低，同时噪声也较少。


  对第19幅测试图像的预测结果显示，现在的网络非常确信答案是4。在其他节点的输出一律为0。


  [image: 图片 670]


  由此可见，改变激活函数效果明显。同时由于简化了梯度，计算变得更简单了。


  1.3.3　改良方法


  我们还可以改良反向传播梯度更新网络权重的方法。


  在此之前，我们使用的是一种相对简单的随机梯度下降法，这也是我们在《Python神经网络编程》中所使用的方法。这种方法很流行，因为它很简单，对于计算性能的要求也较低。


  随机梯度下降法的缺点之一是，它会陷入损失函数的局部最小值 （local minima）。另一个缺点是，它对所有可学习的参数都使用单一的学习率。


  可替代的方案有许多，其中最常见的是Adam。它直接解决了以上两个缺点。首先，它利用动量 （momentum）的概念，减少陷入局部最小值的可能性。我们可以想象一下，一个沉重的球如何利用动量滚过一个小坑。同时，它对每个可学习参数使用单独的学习率，这些学习率随着每个参数在训练期间的变化而改变。


  让我们重新设置代码，保留MSELoss()和S型激活函数，只将优化器从SGD改为Adam。

  self.optimiser = torch.optim.Adam(self.parameters())


  再以3个周期来训练网络。对我的模型来说，在测试集的准确率再次达到了97%左右。与87%相比，这同样是一个巨大的进步，与使用Leaky ReLU激活函数的效果一样。


  我们看一下损失图。


  [image: 图片 669]


  损失值迅速降至0左右，且均值始终保持较低。看起来Adam优化器真的非常有效。


  对第19幅测试图像的预测结果显示，网络很确定地认为图中的数字是4。


  [image: 图片 668]


  尽管不是十全十美，但Adam仍是许多任务的首选。


  1.3.4　标准化


  神经网络中的权重和信号（向网络输入的数据）的取值范围都很大。之前，我们看到较大的输入值会导致饱和，使学习变得困难。


  大量研究表明，减少神经网络中参数和信号的取值范围，以及将均值转换为0，是有好处的。我们称这种方法为标准化 （normalization）。


  一种常见的做法是，在信号进入一个神经网络层之前将它标准化。


  让我们把代码重置回使用MSELoss、S型激活函数以及SGD优化器。现在，在网络信号输入最终层之前使用LayerNorm（200），将它们标准化。

  # 定义神经网络层
self.model = nn.Sequential(
    nn.Linear(784, 200),
    nn.LeakyReLU(0.02),

    nn.LayerNorm(200),

    nn.Linear(200, 10),
    nn.LeakyReLU(0.02)
)


  在训练3个周期之后，模型在测试数据集的准确率是91%，相比原始网络的87%有所进步。


  看一下损失图。


  [image: 图片 667]


  可以看出，损失值下降的速率要高于原始网络。如果我们考虑噪声在图中的密度，而不只是高度，则损失值的噪声也较少。


  同样地，网络输出也更加明确，判断为4的置信度非常高。同时，对9的预测仍有一小部分，这也不难理解。与原始网络不同的是，其他数字的预测值都是0。


  [image: 图片 666]


  值得一提的是，即便在2020年，有关标准化的问题仍未彻底解决。例如，它究竟如何帮助神经网络训练。从不同角度解读的研究论文层出不穷。我们正在使用的是一种全新的技术，这真让人兴奋！


  1.3.5　整合改良方法


  让我们把以上的改良方法整合到一起，包括BCE损失、Leaky ReLU激活函数、Adam优化器以及分层标准化。


  由于BCE只能处理0～1的值，而Leaky ReLU则有可能输出范围之外的值，我们在最终层之后保留一个S型函数，但是在隐藏层之后使用LeakyReLU。

  # 定义神经网络层
self.model = nn.Sequential(
    nn.Linear(784, 200),
    nn.LeakyReLU(0.02),

    nn.LayerNorm(200),

    nn.Linear(200, 10),
    nn.Sigmoid()
)


  训练3个周期之后的准确率是97%。


  看来整合我们的优化方案无法使准确率超过97%。要达到世界级的分数，我们需要更复杂的网络架构，这里就不做介绍了。


  读者可以由以下链接获取刚才使用的代码。


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/04_

    mnist_classifier_refinements.ipynb

  


  1.3.6　学习要点


  
    
      	
        在使用新的数据或者构建新的流程前，应尽量先通过预览了解数据。这样做可以确保数据被正常载入和变换。

      


      	
        PyTorch可以替我们完成机器学习中的许多工作。为了充分利用PyTorch，我们需要重复使用它的一些功能。比如，神经网络类需要从PyTorch的nn.Module父类继承。

      


      	
        通过可视化观察损失值, 了解训练进程是很推荐的。

      


      	
        均方误差损失适用于输出是连续值的回归任务；二元交叉熵损失更适合输出是1或0（true或false）的分类任务。

      


      	
        传统的S型激活函数在处理较大值时，具有梯度消失的缺点。这在网络训练时会造成反馈信号减弱。ReLU激活函数部分解决了这一问题，保持正值部分良好的梯度值。LeakyReLU进一步改良，在负值部分增加一个很小却不会消失的梯度值。

      


      	
        Adam优化器使用动量来避免进入局部最小值，并保持每个可学习参数独立的学习率。在许多任务上，使用它的效果优于SGD优化器。

      


      	
        标准化可以稳定神经网络的训练。一个网络的初始权重通常需要标准化。在信号通过一个神经网络时，使用LayerNorm标准化信号值可以提升网络性能。

      

    

  


  
1.4　CUDA基础知识


  在《Python神经网络编程》中，我们详细介绍了信号如何传递并通过神经网络，以及反向传播更新网络链接权重的计算过程。


  它们都可以用矩阵乘法计算。一个简单的矩阵乘法，可以取代成百上千次单独计算。这一发现很令人兴奋，因为像numpy这样的库正是为了快速有效地进行矩阵乘法而设计的。使用numpy将两个矩阵相乘，要比通过Python来实现所有不同的组合计算要高效得多。


  1.4.1　numpy与Python的比较


  使用numpy来计算矩阵乘法，可以避免在Python的下层软件中操作矩阵值。numpy可以直接在内存中存储矩阵值。同时，numpy会尝试使用CPU的特殊功能，例如并行计算，而不是一个接一个地逐个计算。


  让我们试一下，使用numpy进行矩阵乘法比使用Python的效能提高多少。


  开启一个新的笔记本并加载torch和numpy。在一个新的单元格内，运行以下代码。

  # 方形矩阵大小
size = 600

a = numpy.random.rand(size, size)
b = numpy.random.rand(size, size)


  在上面的代码中，我们创建了两个numpy数组，并将初始值设为0～1的随机值。数列的宽和高都等于变量size，这里size的值为600。


  在另一个新的单元格内，输入以下代码。

  %%timeit

x = numpy.dot(a,b)


  %%timeit是一个特殊的指令，用于对单元格内运行的代码进行计时。这里，我们使用numpy将两个数列相乘。


  运行单元格并观察运行时长。


  [image: 图片 658]


  为了尽量避免后台工作对代码运行的影响，%%timeit指令多次运行相同的代码并选择最好的结果。这里最快的时间是12.7毫秒。对这么大的数组来说这个结果相当快。


  接下来，试一下不用numpy而直接用Python做矩阵乘法。我们需要计算两个矩阵中所有的组合并组成输出矩阵。以下代码无须过多解释，重点是它没有使用numpy进行计算。


  [image: 图片 657]


  可以看到，这段代码运行了3分11秒，也就是191秒。


  相比之下，numpy的计算快了1 500倍！


  值得注意的是，这种计时测试虽然简单易用，但并不十分科学。如果真的希望进行性能比较，我们必须在一个更加可控的环境中运行更多次实验。不过对我们来说，一个粗略的比较已经足够了。并且，我们可以很明显地看出numpy的矩阵乘法比纯Python要快得多。


  许多现实中的神经网络比我们试验所用的神经网络要复杂得多，所处理的数据量也大得多。在这种情况下，训练时间可能会非常长。即便使用numpy矩阵乘法，也可能需要数小时、数天甚至数周来训练。


  为了追求更快的速度，机器学习研究人员开始利用一些计算机中的特殊硬件。这些硬件原本是用来提升图形处理性能的。读者可能听说过这种叫作显卡的硬件。


  1.4.2　NVIDIA CUDA


  每台计算机都有一个中央处理器（central processing unit，CPU），它是完成大多数工作的主要元件。比如说，是它在运行我们的Python代码。我们可以把它想象成计算机的大脑。CPU的设计是通用的，可以胜任多种不同任务。


  显卡中包含一个GPU，也就是图形处理器（graphics processing unit）。与通用的CPU不同，GPU是专门针对一些特定任务而设计的。其中一个就是数值计算，包括以高度并行化的方式实现矩阵乘法。


  下图解释了CPU和GPU的主要区别。


  [image: 图片 656]


  如果要进行很多计算，CPU需要一个接一个地运行。现代CPU可能会用到2或4个甚至8或16个内核来进行计算。最近，最强大的消费级CPU已经配备了64个内核。


  GPU配备了更多计算内核，普遍有上千个。这意味着一个负荷较大的任务可以被分割并分配给所有内核，进而大大缩短整个任务的完成时间。


  在很长一段时间里，英伟达（NVIDIA）的GPU市场份额一直保持领先。同时，它也是机器学习研究标准的制定者之一。因为他们有一套成熟的软件工具，可以充分利用硬件加速。这套软件框架就是CUDA。


  CUDA的缺点在于，它只适用于NVIDIA的GPU，造成了我们在硬件选择上的局限性。NVIDIA的竞争对手是AMD，而后者才刚刚开始针对自己的GPU研发类似的框架。不久之后，可能会出现一个跨平台的标准并得到普及。但是，现在我们必须同时使用NVIDIA和CUDA。


  谷歌的Colab服务免费提供GPU资源来支持加速计算。他们所提供的GPU的性能是目前数一数二的。美中不足的是，谷歌限制GPU连续使用不超过12小时。


  1.4.3　在Python中使用CUDA


  要在Python笔记本中使用谷歌的GPU，我们需要更改一些设置。从笔记本上方的选项菜单中，选择“Runtime”（运行环境），再选择“Change runtime type”（更改运行环境类型）。


  [image: 图片 655]


  保持运行环境类型为Python 3，并将硬件加速从None改为GPU。这样一来，谷歌平台中的虚拟机会重启并加载GPU。


  下面，我们一起创建一个存储在GPU中的张量。在此之前，我们的张量都存储在普通的计算机内存中，并允许CPU存取。


  之前我们介绍过如何创建一个张量。

  x = torch.tensor(3.5)
print(x)


  在这个简单的例子中，由于我们并没有指定张量中数字的类型，所以默认使用float32类型。我们知道，numpy支持多种数据类型，比如整数类型int32、浮点数类型float32以及精度更高的float64。


  如果我们希望指定数据类型而不使用默认类型，我们的代码需要写成下面这样。

  x = torch.FloatTensor([3.5])


  我们可以通过x.type()查看数据类型，确认类型是torch.FloatTensor。


  [image: 图片 654]


  创建一个GPU中的张量，只需要把前面的代码改为torch.cuda.FloatTensor。

  x = torch.cuda.FloatTensor([3.5])


  看一下数据类型的变化。


  [image: 图片 653]


  使用x.device可进一步确认张量所在的设备。


  [image: 图片 652]


  张量x所在的设备的确是一个CUDA设备。


  对存储在GPU中的张量进行计算十分简单，大多数时候与正常使用PyTorch并无差别。

  # 在GPU上进行张量计算
y = x * x
y


  该计算并非由CPU完成，而是由GPU完成的。我们也可以确认新的张量同样存储在GPU中。


  [image: 图片 651]


  尽管看起来区别不大，但这是非常强大的改良。在过去，使用GPU进行加速的难度很大。相比之下，现代软件简单易用许多。


  然而，我们刚刚进行的计算无法利用GPU的算力。事实上，它很可能比在CPU上计算还要慢。要使GPU发挥优势，我们需要大量数据，并分成小份分派给多个GPU内核。


  用前面大小为600 × 600的矩阵创建CUDA张量，并在GPU上进行矩阵乘法。

  aa = torch.cuda.FloatTensor(a)
bb = torch.cuda.FloatTensor(b)


  PyTorch中进行矩阵乘法的函数是matmul()。

  cc = torch.matmul(aa, bb)


  在一个新的单元格里计时。


  [image: 图片 650]


  该运算在GPU中只用了74.4微秒。不是毫秒，而是微秒。真的是非常快！


  尽管这个实验过程不是非常严谨，但从这个简单的测试中我们不难看出，CUDA的矩阵乘法比用numpy要快差不多150倍。


  如果使用不同的矩阵大小并进行多次实验，我们可以更全面地比较CPU与GPU的性能。


  下图分别展示了numpy和CUDA进行大小为100～2 000的矩阵的乘法所需的时长。从图中可见，numpy的运行速度随矩阵变大而变慢。CUDA计算同样可能变慢，不过在这个级别的数据量上的性能还是游刃有余的。


  这幅图很好地展示了GPU在处理大量数据时的优势，因为它可以将数据分成小份进行并行计算。


  [image: 图片 649]


  在数据量少的情况下，我们可能会惊讶地发现GPU比CPU慢。这是因为，以单个计算进行比较，GPU并不总是快于CPU，而且CPU之间的数据传输与GPU之间的数据传输同样耗时。只有在我们可以充分利用多核计算的情况下，GPU才能发挥优势。换句话说，数据量要足够被分割成若干份以并行计算。


  最后，让我们看一段在Python笔记本开头检查CUDA是否可用的标准代码。

  if torch.cuda.is_available()：
  torch.set_default_tensor_type(torch.cuda.FloatTensor)
  print("using cuda:", torch.cuda.get_device_name(0))
  pass

device = torch.device("cuda" if torch.cuda.is_available() 
else "cpu")

device


  检查的语句是torch.cuda.is_available()。如果设备可用，我们将默认的数据类型设为torch.cuda.FloatTensor。然后，我们打印出CUDA找到的设备名。


  这段标准代码同时设置一个PyTorch设备，在没有默认使用GPU的情况下，允许我们通过代码将数据传入GPU。如果CUDA不可用，则设备会指向CPU。


  我们试一下下面的代码，看它找到了哪个CUDA设备。


  [image: 图片 648]


  我们看到，CUDA设备是一个Tesla P100，这是一个非常强大且价格不菲的硬件。根据地区和使用率不同，连接到虚拟机的GPU可能不同，不过它们的性能相差不大。我也常使用一个Tesla T4，它同样是一个强大的GPU。


  刚刚用到的代码可以在以下链接找到：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/05_

    cuda_basics.ipynb

  


  1.4.4　学习要点


  
    
      	
        GPU包含许多计算内核，能以高度并行的方式运行一些计算。最初，它们被设计用来加速计算机图形计算，现在越来越多地被用于加速机器学习计算。

      


      	
        CUDA是NVIDIA针对GPU加速计算而开发的编程框架。通过PyTorch可以很方便地使用CUDA，无须过多地改变代码。

      


      	
        在简单的基准测试中，如矩阵乘法，GPU的速度超过CPU

        150倍。

      


      	
        在单个计算上，GPU可能比CPU慢。这是因为在CPU之间和在GPU之间的数据传送同样耗时。如果数据量不足以分配给多个内核，GPU的优势便无法得到发挥。

      

    

  


  





第2章　GAN初步


  在本章中，我们将介绍对抗训练的概念，并由简入繁、循序渐进地构建更复杂的GAN模型。我们先从简单的1010格式规律开始，接着生成单色的手写数字，最后生成彩色的人脸图像。


  
2.1　GAN的概念


  在探索GAN之前，我们先设定一个应用场景。


  2.1.1　生成图像


  通常情况下，我们使用神经网络来减少、提取、总结信息。MNIST分类器就是一个很好的例子。它有784个输入值，但只有10个输出值，输出值数量远小于输入值数量。


  [image: 图片 643]


  让我们做一个思维实验。如果把一个神经网络的输入与输出反转，应该能够实现与“减少”相反的功能。换句话说，可以把较少的数据扩展成更多的数据。这样一来，我们就得到了图像数据。


  想象一下，一个可以自己创造数据的网络!


  这并不是天方夜谭。在《Python神经网络编程》中，我们将一个代表数字的独热目标向量，通过一个训练好的网络向后传播，以生成该数字的某种理想化图像。我们把这个过程称为反向查询（backquery）。


  [image: 图片 642]


  我们发现，由反向查询创建的图像具有以下特征：


  
    	在独热向量相同的情况下，生成的图像总是相同的；


    	它们是有标签的训练数据的像素平均值。

  


  能够用网络来生成图像已经很不错了，但理想的情况应该是：


  
    	网络可以生成不同的图像；


    	生成的图像看起来像训练数据中的一个样本，而不是数据集的平滑平均值。

  


  这两个挑战对于生成逼真、可用的图像非常重要。简单的反向查询并不能解决这些挑战。因此，我们需要一种不同的方法。


  2.1.2　对抗训练


  2014年，伊恩·古德费洛提出了一种不同的网络架构。这种架构并不比其他神经网络更大、更广，或者更深。它也没有使用更高级的激活函数或者更先进的优化技术。但它在结构上完全不同于其他神经网络。


  让我们一步一步地了解这个想法。


  下图是一个神经网络，可以学习分类一幅图像是不是猫咪的图像。


  如果网络的输入是一幅猫咪的图像，输出值应该是1，对应真（true）；如果图像中不是猫咪，输出值应该是0，对应伪（false）。该架构与我们在MNIST分类中使用的架构很相似。唯一的区别在于，这个分类器输出的是一个值，而不是10个值。


  [image: 图片 641]


  接着，我们稍微改动一下这个任务。改动之前，分类器试图区分一幅图像是不是猫咪的图像；改动之后，分类器可以区分一幅图像是真实的猫咪照片还是我画的卡通猫咪。


  [image: 图片 640]


  这个改动在架构上没有明显的变化。我们仍然有两种图像，而神经网络分类器可以被训练用于区分这两种图像。


  我们可以把分类器想象成一个侦探。在训练之前，侦探无法很好地分辨真猫咪和假猫咪。随着训练的进行，侦探会越来越善于发现假猫咪，并将它们与真猫咪区分开来。


  这个任务到目前为止仍然很简单。让我们进行下一步改动。


  我们不再用一叠假的图像，现在想象一下，我们有一个能生成假图像的网络组件。


  [image: 图片 639]


  这样一来，我们无须准备假猫咪图像数据集，只需要通过代码来生成图像。要生成杂乱无章的、看起来一点也不像猫的图像并不难。比方说，我们可以随意画一些简单的三角形。同时，分类器的甄别工作也同样轻松。


  重要的是下面的一步。


  现在，假设我们用一个被训练用于生成图像的神经网络，取代之前只能生成低质量图像的组件。我们称它为生成器 （generator）。同时，我们把分类器称为鉴别器 （discriminator），这也是它在该架构中通用的命名。


  [image: 图片 638]


  让我们思考一下该如何训练生成器。训练的关键在于，我们希望奖励哪些行为，惩罚哪些行为。这也正是损失函数的作用。


  
    	如果图像通过了鉴别器的检验，我们奖励生成器。


    	如果伪造的图像被识破，我们惩罚生成器。

  


  暂时不需要担心关于损失函数的问题，只需要看整体框架。


  鉴别器的作用是把真实的图像和生成的图像区分开。如果生成器的表现不佳，区分工作就很容易。不过，如果训练生成器，它的表现应该越来越好，并生成越来越逼真的图像。


  这个想法的确很酷。不过这还不是全部。


  随着训练的进展，鉴别器的表现越来越好，生成器也必须不断进步，才能骗过更好的鉴别器。最终，生成器也变得非常出色，可以生成足以以假乱真的图像。


  鉴别器和生成器是竞争对手（adversary）关系，双方都试图超越对方，并在这个过程中逐步提高。我们称这种架构为生成对抗网络 （Generative Adversarial Network，GAN）。


  这是一个非常巧妙的设计，不仅因为它利用竞争来驱动进步，也因为我们不需要定义具体的规则来描述要编码到损失函数中的真实图像。机器学习的历史告诉我们，我们并不擅长定义这样的规则。相反，我们让GAN自己来学习什么是真正的图像。


  以上描述的设计着实让人兴奋。世界顶尖机器学习专家之一杨立昆称GAN为“机器学习领域近20年来最酷的想法”。


  2.1.3　GAN的训练


  在GAN的架构中，生成器和鉴别器都需要训练。我们不希望先用所有的训练数据训练其中任何一方，再训练另一方。我们希望它们能一起学习，任何一方都不应该超过另一方太多。


  下面的三步训练循环是实现这一目标的一种方法。


  
    	第1步——向鉴别器展示一个真实的数据样本，告诉它该样本的分类应该是1.0。


    	第2步——向鉴别器显示一个生成器的输出，告诉它该样本的分类应该是0.0。


    	第3步——向鉴别器显示一个生成器的输出，告诉生成器结果应该是1.0。

  


  这就是大多数GAN训练方案的核心。


  我们用下面几幅图说明这些步骤的实际意义。


  [image: 图片 637]


  第1步最简单，我们也最熟悉。我们向鉴别器展示一幅实际数据集中的图像，并让它对图像进行分类。输出应为1.0，我们再用损失来更新鉴别器。


  [image: 图片 636]


  第2步同样是训练鉴别器，不过这一次我们向它展示的是生成器的图像。输出的结果应该是0.0。我们只用损失来更新鉴别器。在这一步中，我们必须注意不要更新生成器。因为我们不希望它因为被鉴别器识破而受到奖励。稍后，在编写GAN的代码时，我们将看到具体如何防止更新通过计算图回到生成器。


  [image: 图片 635]


  第3步是训练生成器。我们先用它生成一个图像，并将生成的图像输入给鉴别器进行分类。鉴别器的预期输出应该是1.0。换句话说，我们希望生成器能成功骗过鉴别器，让它误以为图像是真实的，而不是生成的。我们只用结果的损失来更新生成器，而不更新鉴别器。因为我们不希望因为错误分类而奖励鉴别器。在编码时，这也很容易做到。


  这些步骤看起来好像很复杂。但是，在实践中我们会发现，它们非常容易实现。


  2.1.4　训练GAN的挑战


  刚才，我们讲解了GAN的原理。在现实中，训练GAN可能很困难。如果我们把生成器和鉴别器对立起来，不难发现，只有当它们之间达到微妙的平衡时，它们才会互相提高。如果鉴别器进步得太快，生成器可能永远也追不上。另一方面，如果鉴别器的学习速度太慢，生成器则会因为不断生成质量较差的图像而受到奖励。


  GAN是机器学习的新领域，还处于研究的早期阶段，需要理解如何让它们工作，如何让它们失败。也正因为我们正在做最前沿的工作，所以任何人都有机会有新的发现，从而为人类整体的知识进步添砖加瓦！


  现在，让我们先抛开关于GAN如何失败的理论讨论，直接动手开始构建网络。当训练中出现什么问题的时候，我们再具体探讨。


  2.1.5　学习要点


  
    
      	
        分类是对数据的简化。分类神经网络把较多的输入值缩减成很少的输出值，每个输出值对应一个类别。

      


      	
        生成是对数据的扩展。一个生成神经网络将少量的输入种子值扩展成大量的输出值，例如图像像素值。

      


      	
        生成对抗网络（GAN）由两个神经网络组成，一个是生成器，另一个是鉴别器，它们被设计为竞争对手。鉴别器经过训练后，可将训练集中的数据分类为真实数据，将生成器产生的数据分类为伪造数据；生成器在训练后，能创建可以以假乱真的数据来欺骗鉴别器。

      


      	
        成功地设计和训练GAN并不容易。因为GAN的概念还很新，描述其工作原理以及为什么会训练失败的基本理论尚未成熟。

      


      	
        标准的GAN训练循环有3个步骤。（1）用真实的训练数据集训练鉴别器；（2）用生成的数据训练鉴别器；（3）训练生成器生成数据，并使鉴别器以为它是真实数据。

      

    

  


  
2.2　生成1010格式规律


  现在，我们来构建一个GAN，用生成器学习创建符合1010格式规律的值。这个任务比生成图像要简单。通过这个任务，我们可以了解GAN的基本代码框架，并实践如何观察训练进程。完成这个简单的任务有助于我们为接下来生成图像的任务做好准备。


  跟之前一样，我们先用纸和笔把希望实现的架构画下来。


  [image: 图片 629]


  我们看到的正是GAN的整体架构。真实的数据集被替换成了一个函数，会一直生成1010格式规律的数据。对于这样一个简单的数据源，我们不需要使用PyTorch的torch.utils.data.Dataset对象。


  生成器是一个神经网络，有4个输出值，我们希望训练它输出1010格式规律的数据。另一方面，鉴别器根据这4个值，试图判断它是来自真实数据源还是来自生成器。


  让我们依次对每个部分进行编码。启动一个新的笔记本，并导入标准库。

  import torch
import torch.nn as nn

import pandas
import matplotlib.pyplot as plt


  2.2.1　真实数据源


  真实数据源可以是一个一直返回1010格式规律的数据的函数。

  def generate_real()：
    real_data = torch.FloatTensor([1, 0, 1, 0])
    return real_data


  不过，现实生活中很少有如此精确、恒定的数据。所以，让我们给高低值分别添加一些随机性，让这个函数更加真实。要生成随机数，我们需要导入Python的random模块，再使用random.uniform()函数。

  def generate_real()：
    real_data = torch.FloatTensor(
        [random.uniform(0.8, 1.0),
         random.uniform(0.0, 0.2),
         random.uniform(0.8, 1.0),
         random.uniform(0.0, 0.2)])
    return real_data


  测试一下这个函数，看它是不是能返回一个包含4个值的张量。其中，第1个和第3个值是0.8～1.0的随机数，第2和第4个值是0.0～0.2的随机数。


  [image: 图片 628]


  2.2.2　构建鉴别器


  我们先编辑鉴别器。跟之前一样，它是一个继承自nn.Module的神经网络。我们按照PyTorch所需要的方式初始化网络，并创建一个forward()函数。


  以下是鉴别器类的构造函数。

  class Discriminator(nn.Module)：

    def __init__(self)：
        # 初始化PyTorch父类
        super().__init__()

        # 定义神经网络层
        self.model = nn.Sequential(
            nn.Linear(4, 3),
            nn.Sigmoid(),
            nn.Linear(3, 1),
            nn.Sigmoid()
        )

        # 创建损失函数
        self.loss_function = nn.MSELoss()

        # 创建优化器, 使用随机梯度下降
        self.optimiser = torch.optim.SGD(self.parameters(), 
        lr=0.01)

        # 计数器和进程记录
        self.counter = 0
        self.progress = []

        pass


  在以上代码中，我们通过nn.Sequential定义了网络层、一个均方误差损失函数以及一个随机梯度下降优化器。我们也创建了一个计数器（counter）和一个进程记录列表（progress），用于记录训练期间的损失变化。这些与我们之前编写的几乎完全一样。


  网络本身其实很简单。它在输入层有4个节点，因为输入是由4个值组成的。在最后一层，它输出单个值。该值为1表示为真，该值为0则表示为伪。隐藏的中间层有3个节点。它的确是一个非常小的网络!


  [image: 图片 627]


  通过forward()函数调用上面的模型，输入数据并返回网络输出。

  def forward(self, inputs)：
    # 直接运行模型
    return self.model(inputs) 


  训练函数train()同样可以重复使用第1章中的代码。

  def train(self, inputs, targets)：
    # 计算网络的输出
    outputs = self.forward(inputs)

    # 计算损失值
    loss = self.loss_function(outputs, targets)

    # 每训练10次增加计数器
    self.counter += 1
    if (self.counter % 10 == 0)：
        self.progress.append(loss.item())
        pass
    if (self.counter % 10000 == 0)：
        print("counter = ", self.counter)
        pass

    # 归零梯度，反向传播，并更新权重
    self.optimiser.zero_grad()
    loss.backward()
    self.optimiser.step()

    pass 


  我们可以看到训练函数的标准流程。首先，神经网络根据输入值计算输出值。损失值是通过比较输出值和目标值计算得到的。网络中的梯度由这个损失值计算得到，再通过优化器逐步更新可学习参数。我们通过计数器记录了train()函数被调用的次数，每调用10次添加损失值到列表中。


  最后，我们再创建一个plot_progress()函数，用来绘制损失值变化的图形。跟第1章中如出一辙。

  def plot_progress(self)：
    df = pandas.DataFrame(self.progress, columns=['loss'])
    df.plot(ylim=(0, 1.0), figsize=(16,8), alpha=0.1, 
    marker='.', grid=True, yticks=(0, 0.25, 0.5))
    pass


  这些代码与我们的MNIST分类器相似，这并不令人意外。鉴别器本来就是一个分类器，只是层数较少，且只有一个输出值。


  2.2.3　测试鉴别器


  在任何机器学习架构中，对重要组件的测试都是很必要的。我们先来测试鉴别器。


  由于还没有创建生成器，因此我们无法真正测试与之竞争的鉴别器。目前能做的是，检验鉴别器是否能将真实数据与随机数据区分开。


  这听起来似乎没有什么用，不过它的确有效。它可以告诉我们，鉴别器至少有能力从随机数据中区分出真实数据。如果它做不到这一点，那么它也不太可能完成更艰巨的区分真实数据与看似真实的假数据的任务。所以，这个测试可以筛选出不太可能与生成器竞争的鉴别器。


  让我们创建一个函数来生成随机噪声。

  def generate_random(size)：
    random_data = torch.rand(size)
    return random_data


  我们也可以创建一个类似于generate_real()的函数，不过上面的函数更通用，可以生成任何大小的张量。譬如，generate_random（4）会返回一个包含4个0～1的值的张量。读者可以自己试一下调整大小。


  现在让我们用一个训练循环来训练鉴别器，并对以下两种分类提供奖励：


  
    	符合1010格式规律的数据是真实的, 目标输出为1.0；


    	随机生成的数据是伪造的, 目标输出为0.0。

  


  训练循环如下。

  D = Discriminator()

for i in range(10000)：
    # 真实数据
    D.train(generate_real(), torch.FloatTensor([1.0]))
    # 随机数据
    D.train(generate_random(), torch.FloatTensor([0.0]))
    pass


  训练循环会运行10 000次。鉴别器的train()函数接收来自generate_real()函数的真实数据，以及一个值为1.0的张量作为训练目标。这样做的目的是，鼓励网络对具有1010规律的实际数据尝试输出1.0。同样地，鉴别器的train()函数也会从generate_random()函数中接收随机噪声和目标值0.0，以鼓励它在看到不符合1010格式规律的数据时输出0.0。


  在一个新的单元格内运行训练循环。过程需要差不多10秒。完成之后，我们可以通过损失图了解训练效果。

  D.plot_progress()


  我的模型的损失图如下图所示。读者们的模型应该也差不多。


  [image: 图片 626]


  损失值先徘徊于0.25左右。之后，随着鉴别器从噪声中区分真实数据的表现越来越好，损失值下降至接近于0。


  在继续之前，让我们给训练后的鉴别器输入一些样本。如果我们的输入符合1010格式规律，我们应该得到一个接近1.0的值；如果我们的输入是随机生成的，输出应该接近0.0。


  [image: 图片 625]


  这更明确地说明鉴别器是有效的。尽管读者们的具体输出值会略有不同。


  让我们回顾一下到目前为止的进度。我们无法证明鉴别器可以与生成器有效地竞争。但能证明的是，鉴别器至少能学会从真实数据集和随机噪声中进行分辨。如果做不到这一点，我们就更不能指望它能与生成器竞争了。


  2.2.4　构建生成器


  构建一个生成器需要花更多的工夫，让我们一步一步来进行。


  生成器是一个神经网络，而不是一个简单的函数，因为我们希望让它学习。我们希望它的输出能骗过鉴别器。这意味着输出层需要有4个节点，对应实际数据格式。


  生成器的隐藏层应该有多大? 输入层呢? 我们不需要局限于一个特定的大小，不过这个大小应该足以学习。但也不要太大，因为训练很大的网络需要花很长时间。同时，我们需要配合鉴别器的学习速度。因为我们不希望生成器和鉴别器中的任何一个领先另一个太多。基于这些考量，许多人从复制鉴别器的构造入手来设计生成器。


  让我们尝试设计一个生成器吧。它的输入层有1个节点，隐含层有3个节点，输出层有4个节点。这就是一个反向鉴别器。


  [image: 图片 624]


  跟所有的神经网络一样，生成器也需要输入。生成器的输入应该是什么呢? 我们先从最简单的方案做起，即输入一个常数值。我们知道，太大的值会增加训练的难度，而标准化数据会有所帮助。我们暂时设输入值为0.5，如果遇到问题，可以回来修改。


  我们从定义一个生成器类Generator开始，可以直接复制鉴别器类Discriminator的代码并加以修改。

  class Generator(nn.Module)：

    def __init__(self)：
        # 初始化PyTorch父类
        super().__init__()

        # 定义神经网络层
        self.model = nn.Sequential(
            nn.Linear(1, 3),
            nn.Sigmoid(),
            nn.Linear(3, 4),
            nn.Sigmoid()
        )

        # 创建优化器，使用随机梯度下降
        self.optimiser = torch.optim.SGD(self.parameters(), 
        lr=0.01)

        # 计数器和进程记录
        self.counter = 0
        self.progress = []

        pass


    def forward(self, inputs):
        # 直接运行模型
        return self.model(inputs)


  从代码中可以看出，生成器类和鉴别器类的定义最明显的区别在于神经网络层的定义。


  读者可能已经发现，这里没有使用self.loss_function，因为我们不需要它了。回顾GAN的训练循环，我们使用的唯一的损失函数是根据鉴别器的输出计算的。最后，我们根据由鉴别器损失值计算的误差梯度来更新生成器。


  现在，让我们思考一下生成器的train()函数。生成器的训练与鉴别器的训练稍有不同。对于鉴别器，我们知道目标输出是什么。而对于生成器，我们不知道目标输出。我们已知的是反向传播梯度，它

  根据2.1.3节讨论的GAN训练循环第3步的鉴别器的输出损失值计算得出。


  因此，训练生成器也需要鉴别器的损失值。实现这一关系的编码方法有多种。一种简单的方法是将鉴别器传递给生成器的train()函数。这样可以保持训练循环代码的整洁。


  看一下以下代码。

  def train(self, D, inputs, targets)：
    # 计算网络输出
    g_output = self.forward(inputs)

    # 输入鉴别器
    d_output = D.forward(g_output)

    # 计算损失值
    loss = D.loss_function(d_output, targets)
    # 每训练10次增加计数器
    self.counter += 1
    if (self.counter % 10 == 0)：
        self.progress.append(loss.item())
        pass

    # 梯度归零，反向传播，并更新权重
    self.optimiser.zero_grad()
    loss.backward()
    self.optimiser.step()

    pass


  这段代码很容易理解。首先，self.forward(inputs)将输入值inputs传递给生成器自身的神经网络。接着，通过D.forward(g_output)将生成器网络的输出g_ouput传递给鉴别器的神经网络，并输出分类结果d_output。


  鉴别器损失值由这个d_output和训练目标targets变量计算得出。误差梯度的反向传播由这个损失值触发，在计算图中经过鉴别器回到生成器。


  更新由self.optimiser而不是D.optimiser触发。这样一来，只有生成器的链接权重得到更新，这正是GAN训练循环第3步的目的。


  有Python使用经验的读者可能会问，将整个复杂的discriminator对象传递给生成器的train()函数有没有问题？其实不必担心，因为Python没有传递单独的副本，它传递的只是对同一对象的引用。这样不仅高效，而且允许我们在生成器中对该对象进行更改，并可以反向传递误差梯度。如果读者看不懂这个问题也不要担心。对于有Python经验的读者，希望这些解释可以解答你的疑问。


  我们还删除了生成器里train()函数中的计数打印语句，改为在鉴别器的train()中打印。这样可以通过真实的训练数据更准确地反映训练进度。


  最后，我们在生成器类中加入plot_progress()函数，该函数与鉴别器类中的完全相同（见2.2.2节）。


  2.2.5　检查生成器输出


  同样地，我们推荐独立测试机器学习架构的每个组件是否正常工作。在训练生成器之前，让我们检查一下它的输出是否符合要求。


  在一个新的单元格中，运行以下代码来创建一个新的生成器对象，并输入一个值为0.5的单值张量。

  G = Generator()
G.forward(torch.FloatTensor([0.5]))


  可以看到，生成器的输出有4个值，符合我们的要求。


  [image: 图片 623]


  然而，该结果不符合1010格式规律，因为生成器还没有经过训练。


  2.2.6　训练GAN


  终于到了训练GAN的步骤。让我们看一下以下代码。

  # 创建鉴别器和生成器

D = Discriminator()
G = Generator()
# 训练鉴别器和生成器

for i in range(10000)：

    # 用真实样本训练鉴别器
    D.train(generate_real(), torch.FloatTensor([1.0]))

    # 用生成样本训练鉴别器
    # 使用detach()以避免计算生成器G中的梯度
    D.train(G.forward(torch.FloatTensor([0.5])).detach(), 
    torch.FloatTensor([0.0]))

    # 训练生成器
    G.train(D, torch.FloatTensor([0.5]), torch.FloatTensor 
    ([1.0]))

    pass


  首先，我们创建了新的鉴别器和生成器对象。接着，运行训练循环10 000次。每次循环都重复训练GAN的3个步骤。


  第1步，我们用真实的数据训练鉴别器。


  第2步，我们使用一组生成数据来训练鉴别器。对于生成器输出，detach()的作用是将其从计算图中分离出来。通常，对鉴别器损失直接调用backwards()函数会计算整个计算图路径的所有误差梯度。这个路径从鉴别器损失开始，经过鉴别器本身，最后返回生成器。由于我们只希望训练鉴别器，因此不需要计算生成器的梯度。生成器的detach()可以在该点切断计算图。下图更直观地解释了这一点。


  [image: 图片 622]


  为什么要这么做呢？ 即使不这样做，照常计算生成器中的梯度，应该也不会有什么坏处吧? 的确，在我们这个简单的网络中，切断计算图的好处不是很明显。但是，对于更大的网络，这么做可以明显地节省计算成本。


  第3步，我们输入鉴别器对象和单值0.5训练生成器。这里没有使用detach()，是因为我们希望误差梯度从鉴别器损失传回生成器。生成器的train()函数只更新生成器的链接权重，因此我们不需要防止鉴别器被更新。


  由于训练GAN需要的时间可能比较长，因此在单元格的顶部加入%%time指令可以帮助我们统计训练所需时间，在进行多个实验的时候尤其有用。


  尝试运行代码。对我们这个简单网络来说，训练需要16秒左右。


  [image: 图片 621]


  接着，让我们使用 D.plot_progress() 函数看一下鉴别器的训练进展。


  [image: 图片 620]


  这条曲线有意思！


  在此之前，我们认为，随着神经网络在任务中的表现越来越好，我们的训练损失值将接近0。然而，这里的损失值保持在0.25左右。这个数字有什么特别的含义吗?


  当鉴别器不擅长从伪造数据中识别真实数据时，它就无法确定输出0.0还是1.0，索性就输出0.5。因为我们使用了均方误差，所以损失值的结果是0.5的平方，也就是0.25。


  在这里，随着训练的进行，损失值略有下降，但幅度并不大。这说明网络有了一些进步。目前还不清楚，它是在识别真实的1010格式规律方面做得更好，还是在识别生成的伪造数据方面做得更好，或者两方面都很出色。在训练的后期，损失值回升到0.25。这是一个好现象，说明生成器已经学会生成1010格式的数据，从而使鉴别器无法区分。换句话说，鉴别器的输出是0.5，介于0～1。这也正是损失值反弹到0.25的原因。


  让我们再通过G.plot_progress()了解一下生成器的训练进展。


  [image: 图片 619]


  刚开始，鉴别器在区分真假模式时并不是很确定。在训练进行到一半时，损失值略有增加，这表明生成器在进步，开始可以骗过鉴别器了。在训练后期，我们看到生成器和鉴别器达到平衡。


  通过观察训练过程中的损失值变化来了解训练的进展是一个好习惯。从上面的两个图中，我们看到训练没有完全失败，也没有看到损失值的剧烈振荡，那是学习不稳定的一种表现。


  现在，让我们试验一下训练后的生成器，看看它会生成什么样的数据。这是我们第一次自己生成数据!


  [image: 图片 618]


  我们可以看到，生成器的确输出了一个符合1010格式规律的结果，第1个和第3个值明显高于第2个和第4个值。高数值在0.9左右，低数值在0.05左右。效果相当不错。


  让我们增加一个额外的实验，看看1010格式规律在训练过程中是如何演变的。为此，我们可以在训练循环之前创建一个空列表image_list，每1 000次训练循环记录一次生成器的输出。

  # 每训练1 000次记录图像
if (i % 1000 == 0)：
  image_list.append( G.forward(torch.FloatTensor([0.5])).
  detach().numpy() )


  在这里，为了将生成器的输出张量以numpy数组的形式保存，我们需要在使用numpy()之前使用detach()将输出张量从计算图中分离出来。


  在训练之后，我们的image_list中应该有10个输出数组，每个数组包含4个值。下面，我们将每个输出转换成10 × 4的numpy数组，再将它对角翻转。这样做的目的是，方便我们观察它从左向右的演化过程。

  plt.figure(figsize = (16,8))
plt.imshow(numpy.array(image_list).T, interpolation='none', 
cmap='Blues')


  运行这段代码需要我们在笔记本的顶端导入numpy库。


  [image: 图片 617]


  上图非常清楚地显示了生成器是如何随着训练时间而进步的。最初，生成器输出的规律相当模糊。在训练进行到一半时，生成器突然可以生成有点符合1010格式规律的图像了。在余下的训练过程中，该输出规律变得越来越清晰。


  以上所有代码可在以下链接中找到。


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/06_

    gan_simple_pattern.ipynb

  


  是时候休息一下了! 我们做了大量工作来构建第一个GAN，并成功地训练了它。


  在休息的时候，我们可以继续思考、理解这个现象： 生成器从来没有直接看到过训练数据，但是它已经学会了生成一个足以以假乱真的数据模式。


  2.2.7　学习要点


  
    
      	
        构建和训练GAN的推荐步骤：（1）从真实数据集预览数据；（2）测试鉴别器至少具备从随机噪声中区分真实数据的能力；（3）测试未经训练的生成器能否创建正确格式的数据；（4）可视化观察损失值，了解训练进展。

      


      	
        一个成功训练的GAN的鉴别器无法分辨真实的和生成的数据。因此，它的输出应该是介于0.0～1.0，也就是0.5。理想的均方误差损失是0.25。

      


      	
        分别可视化并观察鉴别器和生成器的损失是非常有用的。生成器损失是鉴别器在判断生成数据时产生的损失。

      

    

  


  
2.3　生成手写数字


  在2.2节中，我们进行了大量的工作来编写GAN的框架，并熟悉了它的使用。这意味着，当我们从生成简单的1010格式规律过渡到生成看起来像手写数字的图像时，所需的工作量相对减少了。


  我们还是从一个架构图开始吧。


  [image: 图片 613]


  如图所示，总体的架构仍然保持不变。真实图像由我们在第1章中使用过的MNIST数据集提供。生成器的任务是生成相同大小的图像。随着训练的进展，我们希望生成的图像越来越真实，并可以骗过鉴别器。


  让我们创建一个新的笔记本并导入所需的库。

  import torch
import torch.nn as nn
from torch.utils.data import Dataset

import pandas, numpy, random
import matplotlib.pyplot as plt


  在构建代码时，我们将复制之前构建MNIST分类器以及用于生成1010格式规律GAN的代码。


  2.3.1　数据类


  我们将使用torch.utils.data.Dataset从CSV文件源载入MNIST数据，它是PyTorch提供的类。我们可以直接复制之前创建的MnistDataset类，无须任何改变。


  Dataset类将数据包装成张量。对于每个样本，它返回一个代表实际数字的标签、一个0～1的像素值，以及一个独热目标张量。


  要读取MNIST数据的CSV格式文件，我们仍需要加载谷歌Drive。


  加载完成后，我们可以通过绘制样本图像，测试Dataset类是否可以正常工作。


  [image: 图片 612]


  2.3.2　MNIST鉴别器


  GAN里面的鉴别器是一个分类器。我们已经为MNIST图像构建了一个分类器。事实上，MNIST分类器的代码几乎与我们在1010 GAN中使用的完全相同。唯一的区别是神经网络的大小。


  这里，我们可以复制2.2.2节中的鉴别器代码，只需要对神经网络层的大小作出调整即可。

  self.model = nn.Sequential(
    nn.Linear(784, 200),
    nn.Sigmoid(),
    nn.Linear(200, 1),
    nn.Sigmoid()
)


  鉴别器类中的其他部分保持不变，包括forward()、train()以及plot_progress()函数。


  2.3.3　测试鉴别器


  在构建生成器之前，我们先测试鉴别器，确保它至少能将真实图像与随机噪声区分开。由于我们在第1章已经构建了一个类似的神经网络用于数字图像分类，这个测试应该不成问题。


  以下代码将使用60 000幅训练集中的真实图像，奖励鉴别器将训练数据判别为真，也就是输出1.0。

  D = Discriminator()

for label, image_data_tensor, target_tensor in mnist_dataset：
    # 真实数据
    D.train(image_data_tensor, torch.FloatTensor([1.0]))
    # 生成数据
    D.train(generate_random(784), torch.FloatTensor([0.0]))
    pass


  对于每个真实数据样本，我们使用generate_random（784） 生成一幅由随机像素值组成的反例图像。我们训练鉴别器识别这些伪造数据，目标输出为0.0。


  单元格上方的%%time指令帮助我们了解训练所需的时间，耗时应在2分30秒左右。


  让我们绘制训练过程中的损失值变化。


  [image: 图片 611]


  如上图所示，损失值下降并一直保持接近0的值，这正是我们希望达到的效果。


  让我们随机选取一些训练集中的图像以及一些随机噪声图像，分别作为输入来测试训练后的鉴别器。


  [image: 图片 610]


  我们可以看到，输入真实的图像对应较高的输出值，说明鉴别器认为它们是真实的。同样地，输入随机噪声图像对应的输出值较低。


  这证明鉴别器有能力从随机噪声图像中识别出真实图像。由于我们在第1章中已经证明了一个非常相似的网络可以将图像分成10类，因此这样的结果并不令人感到意外。


  2.3.4　MNIST生成器


  现在，让我们看一下更有趣的生成器。


  我们需要生成器可以生成跟MNIST数据集中图像格式相同的、包含28×28=784像素的图像。


  首先，我们将鉴别器的神经网络反转。反转后的网络的输出层有784个节点，隐含层有200个节点，输入层有1个节点。下图中并列显示了生成器网络和鉴别器网络。可以清楚地看到，生成器所输出的784个像素值正是鉴别器所期待的输入。
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  在之前的1010 GAN中，训练后的生成器可以生成符合1010格式规律的输出。这里，我们不希望每次的输出都相同，而希望它输出不同的、代表训练数据中所有数字的图像。例如，我们希望它生成的图像看起来像3、7、4、9等。


  让我们思考一下要如何实现这一设想。我们知道，对于给定的输入，一个神经网络的输出是不变的。要知道，对于神经网络，只有训练是部分随机的，为给定的输入计算输出不是随机的。


  这就需要我们改变生成器的输入，使它不再使用之前的常数0.5。我们在每个训练循环中，将一个随机值输入生成器。我们更新架构图，加入这个随机种子（random seed）。
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  为什么将一个随机种子输入生成器，能帮助生成器生成不同的图像呢?


  实际上，我们还不能确定其原因。但是，我们可以寄希望于生成器学习为不同的输入生成不同的输出。例如，它可能学到，对0.0～0.2的输入生成代表3的图像，或对0.4～0.6的输入生成代表9的图像等。


  生成器的代码直接复制1010 GAN的生成器代码，只对神经网络层的大小做出改变。

  self.model = nn.Sequential(
    nn.Linear(1, 200),
    nn.Sigmoid(),
    nn.Linear(200, 784),
    nn.Sigmoid()
)


  2.3.5　检查生成器输出


  在训练GAN之前，让我们检查一下生成器的输出格式是否正确。

  G = Generator()
output = G.forward(generate_random(1))
img = output.detach().numpy().reshape(28,28)
plt.imshow(img, interpolation='none', cmap='Blues')


  我们创建一个新的生成器对象，并输入一个随机种子，即得到一个输出张量。我们可以通过output.shape来确认该张量有784个值。
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  作为一幅图像，我们可以看到它是相当无规律的。这是因为生成器还没有经过训练。此时如果图像中出现任何图案，则意味着某个环节出错了。


  2.3.6　训练GAN


  让我们开始训练这个GAN。训练循环与2.2.6节所述一模一样，唯一不同的是鉴别器和生成器的输入数据。

  # 创建鉴别器和生成器

D = Discriminator()
G = Generator()

# 训练鉴别器和生成器
for label, image_data_tensor, target_tensor in mnist_dataset：

    # 使用真实数据训练鉴别器
    D.train(image_data_tensor, torch.FloatTensor([1.0]))

    # 用生成样本训练鉴别器
    # 使用detach()以避免计算生成器G中的梯度
    D.train(G.forward(generate_random(1)).detach(), torch.
    FloatTensor([0.0]))

    # 训练生成器
    G.train(D, generate_random(1), torch.FloatTensor([1.0]))

    pass


  训练需要几分钟。以我训练的情况为例，训练耗时4分钟多一点。计数器每隔10 000个训练样本打印一次，直到增加到120 000为止。这是因为鉴别器训练了60 000个MNIST图像和60 000个生成的图像。


  让我们画出鉴别器在训练中的损失值。
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  这是一幅有意思的图! 损失值先下降到0，并在一段时间内保持在较低水平，表明鉴别器领先于生成器。接着，损失值上升到略低于0.25的位置，这表明鉴别器和生成器旗鼓相当。不过，鉴别器随后再次发力，损失值下降并保持在较低水平。


  回顾一下，理想的损失值应该在0.25左右，也就是鉴别器和生成器达到平衡。其中，鉴别器无法肯定地从生成的图像中区分真实图像。如果鉴别器的损失值趋近于0，表明该生成器没能学会骗过鉴别器。


  让我们再看看生成器的训练损失图。
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  起初，鉴别器能够正确识别生成的图像，这是损失值偏高的原因。接着，生成器和鉴别器达到一些平衡，损失值下降到0.25上方并保持一段时间。训练的后半部分，随着鉴别器再次超过生成器，损失值再度升高。


  接着，让我们看一下生成器输出的图像。这么做不只是为了有趣，而是为了从中发现有用的信息。


  由于不同的随机种子应当生成不同的图像，所以我们绘制多幅输出图像并查看。

  # 在3列2行的网格中生成图像
f, axarr = plt.subplots(2,3, figsize=(16,8))
for i in range(2)：
    for j in range(3)：
        output = G.forward(generate_random(1))
        img = output.detach().numpy().reshape(28,28)
        axarr[i,j].imshow(img, interpolation='none', cmap='Blues')
        pass
    pass


  这段代码使用matplotlib的功能，创建一个包含多幅图像的网格。这里创建的是3×2的网格，包含6幅生成图像。
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  我们首先注意到，生成的图像不是随机噪声，而是有某种形状。图像中间有较暗的区域，与真实的手写数字图像很像，这很好。更妙的是，这些图像看起来确实像某个数字。我觉得图像是9，不过有读者也可能认为是5。


  即使图中显示的数字并不完美，这仍是一个不错的开端。我们用相对简单的代码实现了一个重要的里程碑。要记住，生成器并没有直接看过MNIST数据集中的图像，但是它已经学会了创建类似的图像。这些图像不是随机噪声，而是几乎可被识别的手写数字。


  让我们暂停休息片刻，庆祝我们第一次完成了用GAN生成手写数字图像！


  通过以下链接可以获取我们首次尝试用GAN生成手写数字图像的代码：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/07_

    gan_mnist_first_attempt.ipynb

  


  庆祝过后，让我们再看看这些图像。不难发现，这些图像都是相同的。即便它们有所不同，区别也小得让我们无法用肉眼分辨。


  2.3.7　模式崩溃


  我们刚刚看到的现象，在GAN训练中非常常见，我们称它为模式崩溃（mode collapse）[1] 。
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  在MNIST的案例中，我们希望生成器能够创建代表所有10个数字的图像。当模式崩溃发生时，生成器只能生成10个数字中的一个或部分数字，无法达到我们的要求。


  发生模式崩溃的原因尚未被完全理解。许多相关的研究正在进行中，我们选取其中一些相对比较成熟的理论进行讨论。


  其中一种解释是，在鉴别器学会向生成器提供良好的反馈之前，生成器率先发现一个一直被判定为真实图像的输出。为此，有人提出一些解决方案，比如更频繁地训练鉴别器。但在实践中，这样做往往效果不佳。这就表明，解决问题的关键不仅在于训练的数量，也在于训练的质量。


  在我们的例子中，生成器的损失值不断增加（见2.3.6节），表明它的学习没有进展。可能的原因是，鉴别器没有很好地为它提供有效的反馈。这再次表明，训练质量是一个挑战。


  接下来，我们将试验一些想法，以提高鉴别器对生成器反馈的质量。


  2.3.8　改良GAN的训练


  在开始改良之前，先备份之前生成手写数字图像的笔记本。


  现在，我们试图通过提高GAN的训练质量，解决模式崩溃和图像清晰度低的问题。有的方法我们已经在第1章改良MNIST分类器时用过。


  第一个改良是，使用二元交叉熵BCELoss()代替损失函数中的均方误差MSELoss()。我们在1.3.1节讨论过，在神经网络执行分类任务时，二元交叉熵更适用。相比于均方误差，它更大程度地奖励正确的分类结果，同时惩罚错误的结果。

  self.loss_function = nn.BCELoss()


  我们可以做的下一个改良是，在鉴别器和生成器中使用LeakyReLU()激活函数。因为我们所预期的输出值范围为0～1，所以我们只会在中间层后使用LeakyReLU()，最后一层仍保留S型激活函数。我们在1.3.2节已经讨论过LeakyReLU()如何解决梯度消失问题。一般来说，这是一种常用的提高神经网络训练质量的方法。


  另一种改良是，将神经网络中的信号进行标准化，以确保它们的均值为0。同时，标准化也可以有效地限制信号的方差，避免较大值引起的网络饱和。在1.3.4节中，我们已经看到LayerNorm()如何对训练产生积极的影响。


  下面是一个改良后的鉴别器神经网络的代码。

  self.model = nn.Sequential(
    nn.Linear(784, 200),
    nn.LeakyReLU(0.02),

    nn.LayerNorm(200),

    nn.Linear(200, 1),
    nn.Sigmoid()
)


  生成器的代码也进行相同的改良。

  self.model = nn.Sequential(
    nn.Linear(1, 200),
    nn.LeakyReLU(0.02),

    nn.LayerNorm(200),

    nn.Linear(200, 784),
    nn.Sigmoid()
)


  还有一种我们之前尝试过的改良是使用Adam优化器（见1.3.3节）。我们把它同时用于鉴别器和生成器。

  self.optimiser = torch.optim.Adam(self.parameters(), lr=0.0001)


  让我们看一下采用以上4个改良方案的效果。
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  遗憾的是，模式崩溃仍然存在。图像的清晰度有所提高，结构更清晰了，但仍然不是一个清楚的数字。


  让我们更深入地思考一下如何进一步改良GAN。


  生成过程的起始点是一个种子值。起初，我们用常数值0.5。随后，我们把它改为一个随机值，因为我们知道，对于固定的输入，任何神经网络总会输出相同的结果。也许生成器神经网络觉得，把一个单值转换成784像素来代表一个数字实在太难了。


  我们可以通过提供更多的输入种子来降低这种难度。比如，我们可以尝试100个输入节点，每个节点都是一个随机值。让我们在代码中更新生成器的神经网络定义。

  self.model = nn.Sequential(
    nn.Linear(100, 200),
    nn.LeakyReLU(0.02),

    nn.LayerNorm(200),

    nn.Linear(200, 784),
    nn.Sigmoid()
)


  再看一下效果。
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  现在图像更清晰了，看起来也更像手写数字了，具体地说有点像0。遗憾的是，所有生成的图像都是相同的，说明我们还没解决模式崩溃问题。


  不要灰心丧气——即便是最顶尖的GAN研究者，也同样面临模式崩溃的问题。


  如果我们继续思考，不难想到输入生成器的随机种子和输入鉴别器的种子，不应该是一样的。


  
    	输入鉴别器的随机图像的像素值，需要在0～1的范围内均匀抽取（uniformly chosen）。这个范围对应真实数据集中图像像素的范围。因为目前的测试是将鉴别器的性能与随机判断进行对比，所以这些值应该是均匀抽取的，而不是从有偏差的正态分布中抽取。


    	输入生成器的随机值不需要符合0～1的范围。我们知道，标准化一个网络中的信号有助于训练。标准化后的信号会集中在0附近，且方差有限。我们在《Python神经网络编程》中初始化网络链接权重时具体讨论过。这时，从一个平均值为0、方差为1的正态分布中抽取种子更加合理。

  


  现在，让我们分别创建两个生成随机数据的函数。它们看起来很相似，不过一个使用torch.rand()，而另一个使用torch.randn().

  def generate_random_image(size)：
    random_data = torch.rand(size)
    return random_data

def generate_random_seed(size)：
    random_data = torch.randn(size)
    return random_data


  在输入鉴别器时，我们会使用generate_random_image（784）；在输入生成器时，我们使用generate_random_seed（100）。


  下面是改良后的GAN训练循环。

  D = Discriminator()
G = Generator()

# 训练鉴别器和生成器

for label, image_data_tensor, target_tensor in mnist_dataset：

    # 用真实样本训练鉴别器
    D.train(image_data_tensor, torch.FloatTensor([1.0]))
    # 用生成样本训练生成器
    # 使用detach()以避免计算生成器G中的梯度
    D.train(G.forward(generate_random_seed(100)).detach(), 
    torch.FloatTensor([0.0]))

    # 训练生成器
    G.train(D, generate_random_seed(100), torch.FloatTensor 
    ([1.0]))

    pass


  我们看看效果如何。
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  太赞了！看上去我们已经解决了模式崩溃问题。现在，生成器可以生成不同的数字。图中的形状看起来一个像8，一个像2，还有一个像3。也有的比较模糊，其中一个看起来既像4又像9。


  让我们回顾一下到目前为止的进展。我们训练了一个生成器，并能用它画出手写数字图像。即便没有直接看到任何真实的图像，生成的图像也几乎与训练数据看起来没有区别。这真的很酷。更酷的是，只需改变随机种子，训练过的生成器就可以生成多种不同的数字。


  这是一个了不起的成绩。有时候，要解决模式崩溃可能非常困难。很多时候，甚至根本找不到有效的解决方案。


  让我们观察一下损失图，看看它们是否能提供一些信息。因为现在使用了BCELoss()，所以这些值并不保证在0～1的范围内。我们需要更新鉴别器和生成器的plot_progress() 函数，删除损失值范围的上限，同时添加更多的水平网格线。

  def plot_progress(self)：
    df = pandas.DataFrame(self.progress, columns=['loss'])
    df.plot(ylim=(0), figsize=(16,8), alpha=0.1, marker='.', 
    grid=True, yticks=(0, 0.25, 0.5, 1.0, 5.0))
    pass


  下图所示为鉴别器的训练损失值。
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  由上图可见，损失值迅速下降到接近于0，并一直保持在很低的位置。训练期间，损失值偶尔发生跳跃。这说明生成器和鉴别器之间仍然没有取得平衡。


  下图中是生成器的训练损失值。
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  损失值先是上升，表示在训练早期生成器落后于鉴别器。之后，损失值下降并保持在3左右。记住，与MSELoss不同，BCELoss没有1.0的上限。


  这些损失图看起来有些令人失望，因为损失值的范围更广了。不过，它们仍然好于改良之前的损失图。在之前的图中，鉴别器的损失值在下降时没有太大的波动，生成器的损失值在上升时同样非常工整。这些现象看似令人满意，但不断增加的生成器损失值并不是我们希望的。理想的情况应该是，生成器的损失值只在一个有限的平均值附近变化。


  一个很好的问题是，如果我们达到了平衡，BCELoss应该是什么？如果我们运行简单的1010 GAN并达到平衡，由于使用BCELoss，我们会看到生成器和鉴别器的损失值都接近于0.69。读者可以自己试试。对一个完全不确定的分类器使用二元交叉熵，根据数学定义可以计算出，理想的损失值为ln 2或0.693。更多内容可以在附录A中找到。


  我们成功地解决了模式崩溃的问题，不过，图像质量还有待改良。我们来看看通过增加训练周期 （epoch）来训练更长时间是否有帮助。我们可以很方便地将GAN训练循环与周期外部循环结合起来。


  以下的图像是训练4个周期后，也就是使用所有训练数据4次的生成效果。总共耗时大约30分钟。


  [image: 图片 597]


  图像看起来好多了。如果读者有时间，可以试试训练8个周期，应该需要1小时左右。


  事实上，还有更多改良方法有待我们继续探索。但是，由于我们已经解决了模式崩溃的问题，也可以从生成器获得高质量的图像，因此这里就先告一段落了。


  通过以下链接可以获取改良GAN的训练的代码：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/08_

    gan_mnist.ipynb

  


  读者可能会问，可以解决模式崩溃是不是因为我们在生成器种子中使用了randn()。如果我们还原之前的代码，在GAN架构中只使用最基本的设置，即便我们将种子改为使用randn()，模式崩溃问题依然不会得到解决。解决问题的是多数或者全部改良的组合作用。例如，仅为大小为100的生成器种子使用randn()并不能解决模式崩溃问题。读者可以自己试试。


  读者可能还希望知道，为什么我们满足于尚未像简单的1010 GAN那样达到平衡的生成器和鉴别器，本节的损失图显示，鉴别器的损失值迅速下降到接近于0，并保持在低位，而生成器的损失值仍然很高。在许多真实的GAN场景中，即使没有达到平衡，仍然可以得到一个可以生成高质量图像的生成器。我们的最终目标是生成看起来逼真的图像。如果能改善这种平衡，我们当然也应该尝试。我们将继续绘制损失图，因为损失图可以帮我们了解训练的实际状况。例如，MNIST损失图告诉我们训练并不是混乱且不稳定的。


  2.3.9　种子实验


  到目前为止，我们把GAN的种子当作一个随机数。经过训练后，种子获得了一些有趣的特性。让我们一起来看一下。


  假设有种子1（seed1）和种子2（seed2）两个不同的种子。我们可以用它们分别生成图像。现在，假设seed1和seed2之间有一个中间种子，使用这个种子会生成什么样的图像呢？除此之外，使用在seed1和seed2之间不同位置上的种子又会生成什么样的图像呢？


  [image: 图片 596]


  让我们试一试。首先，我们需要一个以MNIST数据集训练的GAN。我们可以继续使用之前的笔记本。


  以下代码将一个随机种子赋值给seed1，以备后用。接着，我们画出生成的图像。

  seed1 = generate_random_seed(100)
out1 = G.forward(seed1)
img1 = out1.detach().numpy().reshape(28,28)
plt.imshow(img1, interpolation='none', cmap='Blues')


  接着，使用seed2重复上述步骤。

  seed2 = generate_random_seed(100)
out2 = G.forward(seed2)
img2 = out2.detach().numpy().reshape(28,28)
plt.imshow(img2, interpolation='none', cmap='Blues')


  并不是每次生成的图像都很清晰。我们需要重复运行上面的代码，直到得到一个较清楚的数字。


  以我自己的实验为例，下图是seed1生成的图像，看起来像5。


  [image: 图片 595]


  下图是seed2生成的图像，看起来像3。


  [image: 图片 594]


  接着，让我们通过代码计算seed1与seed2之间距离相等的10个种子。

  count = 0

# 在4列3行的网格中生成图像
f, axarr = plt.subplots(3,4, figsize=(16,8))
for i in range(3)：
    for j in range(4)：
        seed = seed1 + (seed2 - seed1)/11 * count
        output = G.forward(seed)
        img = output.detach().numpy().reshape(28,28)
        axarr[i,j].imshow(img, interpolation='none', cmap= 
        'Blues')
        count = count + 1
        pass
    pass


  上面的代码看起来可能比较复杂，不过它做的只是在seed1和seed2之间选择10个点，并以它们为种子生成图像。下图展示了包含seed1和seed2在内的12个种子生成的图像。


  [image: 图片 593]


  我们可以明显地看出，随着种子从seed1到seed2，图像从5平滑地演变成了3。


  让我们再做另外一个实验。如果把种子相加，又会生成什么图像呢？

  seed3 = seed1 + seed2
out3 = G.forward(seed3)
img3 = out3.detach().numpy().reshape(28,28)
plt.imshow(img3, interpolation='none', cmap='Blues')


  这段代码很容易理解。一个新的seed3由seed1与seed2相加得到，并输入生成器。


  [image: 图片 592]


  结果图像看起来非常像8。这是合乎情理的，因为我们把5和3重叠，应该也差不多是这个样子。这再次表明了种子一个很好的特性，即种子相加也会造成它们生成的图像的叠加。


  我们看到了种子相加的效果。让我们再看看把种子相减会发生什么。

  seed4 = seed1 - seed2
out4 = G.forward(seed4)
img4 = out4.detach().numpy().reshape(28,28)
plt.imshow(img4, interpolation='none', cmap='Blues')


  seed1和seed2的差被输入生成器。


  [image: 图片 591]


  结果图像看起来既像5又像6。它看起来并不完全合乎逻辑，至少不像从5的笔画中减去3的笔画。或许种子的特性并没有这么简单。


  让我们再试验一个例子。下图中罗列的图像分别由起始种子（seed1和seed2）、插入 （interpolated）种子、总和种子（seed1+seed2），以及差值种子（seed1−seed2）生成。


  [image: 图片 590]


  我们看到，两个起始种子都生成了看起来像9的图像。在它们之间插入的种子也生成了类似9的图像。两个种子的总和种子生成的图像也是9，这也并不令人意外。令人惊讶的是，差值种子生成的图像却成了8。好奇怪呀!


  以下是另一个例子，两个种子生成了非常相似的图像，看起来像5，差值种子却生成了一个非常不同的、看起来很像3的图像。


  [image: 图片 589]


  这说明用种子进行计算并不像我们想象中的那么简单。


  读者可以自己试试这些实验。是否可以用逻辑来解释当种子相加或相减后生成图像的样子呢?


  下面链接中的笔记本包括了种子实验的代码：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/09_

    gan_mnist_seed_experiments.ipynb

  


  2.3.10　学习重点


  
    
      	
        处理单色图像不需要改变神经网络的设计。将二维像素数组简单地展开或重构成一维列表，即可输入鉴别器的输入层。如何做到这一点并不重要，不过要注意保持一致性。

      


      	
        模式崩溃是指一个生成器在有多个可能输出类别的情况下，一直生成单一类别的输出。模式崩溃是GAN训练中最常见的挑战之一，其原因和解决方法尚未被完全理解，因此是一个相当活跃的研究课题。

      


      	
        着手设计GAN的一个很好开端是，镜像反映生成器和鉴别器的网络架构。这样做的目的是，尽量使它们之间达到平衡。在训练中，其中一方不会领先另一方太多。

      


      	
        实验证据表明，成功训练GAN的关键是质量，而不仅仅是数量。

      


      	
        生成器种子之间的平滑插值会生成平滑的插值图像。将种子相加似乎与图像特征的加法组合相对应。不过，种子相减所生成的图像并不遵循任何直观的规律。

      


      	
        理论上，一个经过完美训练的GAN的最优MSE损失（均方误差损失）为0.25，最优BCE损失（二元交叉熵损失）为ln 2或0.693。

      

    

  


  
2.4　生成人脸图像


  在本节中，我们将尝试训练GAN，使它可以生成人脸图像。与生成单色的手写数字图像相比，我们将面临以下两个全新的挑战。


  
    	使用彩色图像作为训练数据，并学习生成全彩色图像。


    	训练数据集中的图像更加多样化，也包含更多容易使人分心的细节。

  


  2.4.1　彩色图像


  在数字图像中，有多种表示颜色的方法。最普遍的一种方法是将色彩描述为红、绿和蓝三种光的混合。我们在图像编辑器中选取颜色时，应该经常用到这种色彩表示方法。所有的数码显示器，比如笔记本电脑或智能手机屏幕，几乎都是由红色、绿色、蓝色的微小像素组成的。


  从下图中我们可以看到，红、绿、蓝三色的图层组成了一幅全彩色的美味沙拉图像。


  [image: 图片 582]


  上图对我们很有帮助，它表明我们可以把红、绿、蓝三色信息分别放在相同大小的数组中。我们知道，一幅大小为28像素× 28像素的单色图像可以用一个28 × 28的数组来表示。同样大小的彩色图像需要用3个单独的数组来表示，每个数组的大小都是28 × 28。其中一个用于表示红光值，一个用于表示绿光值，另一个用于表示蓝光值。


  下图解释了如何用一个三维数组或张量表示一幅全彩色图像。一个维度是图像的高；另一个维度是图像的宽；第3个维度是固定值3，因为这里有3个层，分别对应红、绿、蓝三色值。


  [image: 图片 581]


  很方便的是，很多Python库使用这种数据格式来处理彩色图像，包括matplotlib和它提供的imshow()函数。


  2.4.2　CelebA图像数据集


  训练GAN的挑战之一是，确保有足够多的训练数据。我们不能指望用几十张或者几百张照片来训练GAN生成人脸图像。值得庆幸的是，我们可以使用流行的CelebA数据集，其中包含202 599幅名人脸部的图像。所有图像都经过对齐和裁剪，使眼睛和嘴巴在图像中的大概位置居中。


  我们可以从以下CelebA的官方主页了解更多关于这个数据集的信息，并查看样本图像。


  
    	http://mmlab.ie.cuhk.edu.hk/projects/CelebA.html

  


  由于该数据集仅适用于非商业研究以及教育用途，我们在本书中不会直接使用数据集中的图像，而是只展示由GAN生成的图像。我们暂且用两张卡通图像来表示GAN生成的图像。


  [image: 图片 580]


  2.4.3　分层数据格式


  CelebA数据集包含数万张JPEG格式的独立图像文件。我们可以将它们解压到一个文件夹中，然后在训练GAN的代码中逐个读取、关闭所有图像文件。这样做虽然没错，但是整体运行速度会很慢。这是因为逐个读取、关闭成千上万个图像文件的效率非常低。如果我们使用Google Drive，问题就更糟糕了。由于使用云端存储，代码和数据之间的距离更远了。


  为了提高读取性能，我们可以将数据打包成另外一种格式，以便更有效地支持这种重复读取。我们将使用一种名为HDF5的压缩格式。


  分层数据格式（hierarchical data format）是一种成熟、开源的压缩数据格式，专门用于存储非常大量的数据，并实现对数据的高效读取。它被普遍应用于科学计算和工程领域中。


  之所以称它为分层数据格式，是因为一个HDF5文件可以包含一个或多个组，每个组内又包含一个或多个数据集，甚至包含更多的组。这种管理数据的方式与我们常见的文件夹和文件之间的关系很相似。


  [image: 图片 579]


  HDF5格式和用于访问该格式数据的库有许多实用的特性，可以确保读取性能。其中之一就是通过数据压缩减少从较慢的存储器的数据传输量。其二是将数据智能地映射到较快的RAM（random access memory，随机存储器）内存中，以减少对存储器的请求量。如果没有这些功能，在Google Drive中处理成千上万幅图像文件的速度会慢得无法想象。


  即使我们使用的是自己的存储设备，而不是Google Drive，也不妨尝试一下像HDF5这样的格式是否能提高机器学习的性能。尤其是那些需要重复访问大量的数据，而数据又无法被全部装进RAM的任务。


  2.4.4　获取数据


  下面的笔记本中的代码包括下载CelebA数据集，解压20 000幅图像，并把它们打包成HDF5文件。由于我们的目的是学习和试验，这里并没有使用全部的202 599幅图像。


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/10_

    celeba_download_make_hdf5.ipynb

  


  在运行代码之前，我们需要在mnist_data文件夹的同级目录新建一个名为celeba_data的文件夹，并需要与笔记本保存在同一文件夹中。在代码中，将HDF5的文件路径hdf5_file改为读者自己的文件夹名称。读者的文件可能保存在一个名为gan的文件夹里。我使用的文件夹名是myo_gan。


  解压20 000幅图像应该需要4分钟左右。包含这些图像的HDF5文件应该被保存到celeba_dataset文件夹中，占用的存储空间不超过2GB。下载的文件只是暂时存储在虚拟机中，当Colab虚拟机关闭后，下载的文件也会消失。


  2.4.5　查看数据


  现在，让我们从HDF5文件中读取数据，并查看文件中的名人脸部图像。


  创建一个新的笔记本，并在第一个单元格加载Google Drive。

  from google.colab import drive
drive.mount('./mount')


  在下一个单元格里，导入支持HDF5文件的库h5py。同时导入numpy和matplotlib。

  # import h5py to access data
import h5py

import numpy
import matplotlib.pyplot as plt


  h5py使用类似字典（dictionary）的对象，管理组和数据集的分层结构。它允许我们以Python的方式访问HDF5包。接下来我们具体解释它的意义。


  先看下面的代码。

  with h5py.File('mount/My Drive/Colab Notebooks/myo_gan/
celeba_dataset/celeba_aligned_small.h5py', 'r') as file_object：

  for group in file_object：
    print(group)
    pass


  h5py允许我们使用一个文件对象（file_object），以只读方式打开一个HDF5文件。这与我们在Python中使用open()访问文件的方法很类似。接着，我们通过循环访问文件对象，打印出分层结构顶部的组别名称。


  [image: 图片 578]


  看来它只有一个名为img_align_celeba的组。我们可以按照访问Python字典的方式来访问它，如file_object['img_align_celeba']。这样一来，我们就有了一个变量dataset，它包含所有图像数据。


  同样，可以使用类似字典的方法读取单幅图像，比如dataset['7.jpg']。图像本身仍是HDF5格式，不过它可以很方便地转换成numpy数组。我们已经学过如何使用matplotlib的imshow()函数画出numpy数组的图形。

  with h5py.File('mount/My Drive/Colab Notebooks/myo_gan/
celeba_dataset/celeba_aligned_small.h5py', 'r') as file_object：
  dataset = file_object['img_align_celeba']
  image = numpy.array(dataset['7.jpg'])
  plt.imshow(image, interpolation='none')
  pass


  运行上面的代码，检查从HDF5文件中解压的图像是否正确。为了避免使用数据集中的图像，我们在本书中以卡通图像代替。


  [image: 图片 577]


  我们看到的应该是全彩色图像。让我们检查一下numpy数组image的大小，看它是否包含所有颜色的信息。


  [image: 图片 576]


  正如所料，它的高是218像素，宽是178像素，且有3层，分别代表红、绿、蓝三色值。


  图像的文件名为0.jpg、1.jpg、2.jpg……以此类推，一直到19999.jpg。为了了解数据集的多样性，我们可以多查看几幅图像。数据集中的人脸图像有不同的发型、肤色、服饰以及姿态等。我们也看到，有些图像的角度异常，或图像中包括可能造成干扰的细节，这些都使机器学习任务变得更具有挑战性。


  以上代码可以从以下链接中获取。


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/11_

    celeba_data.ipynb

  


  2.4.6　数据集类


  在使用CelebA数据集之前，我们需要改变之前用于MNIST图像数据集的Dataset类。


  我们已经知道如何打开一个HDF5文件并从中读取图像，因此只需要进行很简单的改动。让我们看看下面的CelebADataset类。

  class CelebADataset(Dataset)：

    def __init__(self, file)：
        self.file_object = h5py.File(file, 'r')
        self.dataset = self.file_object['img_align_celeba']
        pass

    def __len__(self)：
        return len(self.dataset)

    def __getitem__(self, index)：
        if (index >= len(self.dataset))：
          raise IndexError()
        img = numpy.array(self.dataset[str(index)+'.jpg'])
        return torch.FloatTensor(img) / 255.0

    def plot_image(self, index)：
        plt.imshow(numpy.array(self.dataset[str(index)+'.jpg']), 
        interpolation='nearest')
        pass

    pass


  构造函数__init__() 打开HDF5文件，并打开名为img_align_celeba的组别，以便逐个读取图像。__len__() 方法很容易，通过len()函数可以很方便地获取一个HDF5组别中样本的数量。


  __getitem__()方法通过将索引index转换成图像文件名来检索图像数据。numpy数组的所有值被除以255.0，结果的范围为0～1。


  __getitem__() 中的代码检查索引index是否大于或等于数据集的大小，并抛出（raise）一个IndexError异常（exception）。在之前的例子中，我们不需要这样做。这是因为，如果我们试图访问一个索引超出边界的数组或DataFrame，无论如何都会抛出一个IndexError异常。由于我们访问的是HDF5数据集，超出边界的访问会造成一个错误，但不会是PyTorch所预期的IndexError异常。


  我们推荐用可视化方法检查数据。这里，我们使用plot_image()函数。该函数与MNIST数据中的画图函数相似，不过代码更简单，因为我们不需要将数据变形，在这里它的形状已经是（218, 178, 3）。


  这里需要的数据集Dataset类一点也不难，甚至比MNIST类更简单。


  让我们通过创建一个数据集对象并用索引查看图像，测试一下数据集类。

  # 创建数据集对象
celeba_dataset = CelebADataset('mount/My Drive/Colab Notebooks/ 
myo_gan/celeba_dataset/celeba_aligned_small.h5py')

# 检查数据集中的图像
celeba_dataset.plot_image(43)


  试试不同的索引，看能否得到不同的图像。记住索引的范围是0～19 999。


  [image: 图片 575]


  2.4.7　鉴别器


  鉴别器需要读取一幅图像，并试图将它分类为真实图像或生成图像。该功能与MNIST鉴别器相同，所以我们可以复制MNIST鉴别器的代码并重复使用。


  MNIST图像与CelebA图像的区别在于它们的大小和色彩深度。大小的不同，意味着我们需要改变鉴别器神经网络的输入层节点数。MNIST图像是28像素× 28像素，所以我们有28×28=784个输入节点。CelebA图像大小是218像素× 178像素，输入节点数也可以通过计算得出。


  但是，不要忘了每个彩色像素都包含3个值，分别代表红、绿、蓝光。这意味着，每个图像总共由218×178×3个值组成。因为不希望遗漏任何有价值的信息，我们需要将这些值全部输入鉴别器。这也意味着鉴别器需要218×178×3=116 412个输入节点。


  一个值得讨论的问题是，我们应该如何排列这116 412个值。在使用MNIST分类器和鉴别器时，我们直接按照在数据集中出现的顺序将像素值输入网络。它们的顺序与图像中的像素一致，沿着每一行从左向右。当到达每一行的右端时，绕到下一行继续。只要排列方式保持一致，排列的顺序实际上并不重要。由于神经网络层是全连接的，因此一层中的每一个节点都与下一层中的每一个节点相通。这意味着一个像素值出现在输入张量中的任何位置都没有区别。


  我们可以对彩色图像进行同样的处理。我们可以把大小为218×178×3的图像张量展开或重塑，变成一个长度为116 412的一维张量，然后将该张量输入一个全连接的神经网络。其实，如何展开或重塑并不重要，只要我们保证每次输入鉴别器时以同样的方式处理即可。


  代码如下。

  self.model = nn.Sequential(
    View(218*178*3),

    nn.Linear(3*218*178, 100),
    nn.LeakyReLU(),

    nn.LayerNorm(100),

    nn.Linear(100, 1),
    nn.Sigmoid()
)


  我们对以上大部分的代码并不陌生。其中，有一个线性层，以全部3*218*178个输入节点为输入，连接一个只有100个节点的中间层。在连接到下一个线性层之前，我们使用LeakyReLU激活函数和一个层标准化。接着，一个线性层将100个节点连接到一个输出节点。最后，在输出结果上应用S型激活函数。


  一开始的View（218*178*3）是新代码。它的作用是将大小为（218, 178, 3） 的三维图像张量重塑成一个长度为218×178×3的一维张量。


  通过使用View，我们可以方便地重塑Sequential列表中的张量。PyTorch还没有提供实现这一功能的模块。我们可以使用下面的自定义类，它被分享在PyTorch的github问题讨论区。值得注意的是，它继承了nn.Module类。因此，它可以像其他在Sequential列表中使用的模块一样工作。

  # 代码参考自https://github.com/pytorch/vision/issues/720

class View(nn.Module)：
    def __init__(self, shape)：
        super().__init__()
        self.shape = shape,

    def forward(self, x)：
        return x.view(*self.shape)


  我们需要在笔记本的开始部分创建一个单元格，并加入以上代码。其他辅助函数，如随机种子和图像生成器等，也可以放在一起。


  2.4.8　测试鉴别器


  让我们测试一下鉴别器，以确定它至少可以将真实数据和随机生成的像素值区分开。

  %%time
# 测试鉴别器可以从随机噪声中区分真实数据

D = Discriminator()

for image_data_tensor in celeba_dataset：
    # 真实数据
    D.train(image_data_tensor, torch.FloatTensor([1.0]))
    # 生成数据
    D.train(generate_random_image((218,178,3)), 
    torch. FloatTensor([0.0]))
    pass


  相比于生成MNIST数字，这段代码更简单。这是因为我们不需要考虑标签和目标值。


  从鉴别器的损失图看，网络的确可以学会从随机生成的图像中识别出真实的图像。


  [image: 图片 574]


  运行这个实验需要较长时间。以我的笔记本为例，访问20 000幅图像总共需要1小时19分钟。MNIST数据集有60 000幅图像，全部访问只需要4分钟。之所以有如此大的差别，是因为CelebA图像包括116 412像素，要比MNIST图像的784像素大得多。具体来说，两者间的差距约为150倍。


  下面，我们通过修改代码来支持GPU加速。


  2.4.9　GPU加速


  在第1章中，我们已经学习了如何将张量存入GPU并进行计算。现在，我们将修改代码，以便充分利用GPU进行加速计算。


  首先，我们需要改变运行环境类型，命令Colab虚拟机加载一个GPU。从笔记本上方的选项菜单中，点击“Runtime”（运行环境），选择“Change runtime type”（更改运行环境类型），再选择GPU。虚拟机将重启，需要我们重新再运行一次所有代码。


  在加载Google Drive并导入库之后，创建一个新的单元格并测试CUDA是否可用。如果CUDA可用，则将默认的浮点张量类型设为torch.cuda.FloatTensor。


  [image: 图片 573]


  看来这次我很幸运地得到了一块Tesla T4 GPU。


  其次，我们需要修改CelebADataset类，使__getitem__()函数返回一个CUDA张量。只有返回指令需要修改。

  return torch.cuda.FloatTensor(img) / 255.0


  我们不需要修改generate_random_image()函数和generate_random_seed()函数，因为现在默认的浮点类型应该是CUDA张量。让我们确认一下。


  [image: 图片 572]


  鉴别器Discriminator类同样不需要任何改动。但是，我们需要对测试鉴别器的训练循环进行一些小改动。

  D = Discriminator()
# 将模型转存至CUDA设备
D.to(device)

for image_data_tensor in celeba_dataset：
    # 真实数据
    D.train(image_data_tensor, torch.cuda.FloatTensor([1.0]))
    # 生成数据
    D.train(generate_random_image((218,178,3)), torch.cuda.
    FloatTensor([0.0]))
    pass


  第一处改动是，包含神经网络的鉴别器对象D现在被存入GPU。这一点很重要，因为我们需要在GPU上训练神经网络。另一处改动是，使用torch.cuda.FloatTensor作为目标值。


  如果我们再次运行鉴别器测试，速度应该会快很多。我的实验只用了3分48秒。整整加速了20倍！


  [image: 图片 571]


  这再次印证GPU使神经网络应用变得更实际了。


  损失依然下降至接近0。使用GPU不应该对神经网络的计算结果造成任何影响。


  2.4.10　生成器


  我们需要对生成器进行同样的改动，因为现在我们需要生成的图像不仅更大，而且是彩色的。这意味着输出需要是一个三维张量，大小为（218,178,3）。


  看一下改动后的生成器神经网络代码。

  self.model = nn.Sequential(
    nn.Linear(100, 3*10*10),
    nn.LeakyReLU(),

    nn.LayerNorm(3*10*10),

    nn.Linear(3*10*10, 3*218*178),

    nn.Sigmoid(),
    View((218,178,3))
)


  输入与之前一样，是一个大小为100的种子。输入先与一个包含3*10*10 = 300个节点的中间层完全连接。中间层再与包含3*218*178个节点的输出层完全连接。最后，我们将长度为3*218*178的一维张量重塑成大小为（218, 178, 3）的三维张量，与彩色图像的大小相同。


  2.4.11　检查生成器输出


  在开始训练之前，我们最好检查一下生成器的输出大小，并确保运行没有错误。

  G = Generator()
# 将模型转存至CUDA设备
G.to(device)

output = G.forward(generate_random_seed(100))
img = output.detach().cpu().numpy()
plt.imshow(img, interpolation='none', cmap='Blues')


  我们对这段代码应该不陌生。我们先创建一个新的生成器对象并将它存入GPU。接着，我们以随机种子作为生成器输入，计算一个输出。在显示输出图像之前，我们需要用detach()将它与PyTorch的计算图分离，存回CPU并转换成numpy数组。


  [image: 图片 570]


  由上图可见，输出的大小是正确的，也包含随机颜色。如果图像只有单一颜色或包含特定图案，说明某一部分代码出现错误，需要修改。一个未经训练的生成器应该生成随机数据。


  2.4.12　训练GAN


  终于可以开始训练GAN了。训练循环总体上与之前一样，只是现在我们将鉴别器和生成器存入GPU，并使用torch.cuda.FloatTensor作为目标值。

  %%time 

# 创建鉴别器和生成器

D = Discriminator()
D.to(device)
G = Generator()
G.to(device)

epochs = 1

for epoch in range(epochs)：
  print ("epoch = ", epoch + 1)

  # 训练鉴别器和生成器

  for image_data_tensor in celeba_dataset：
    # 用真实样本训练鉴别器
    D.train(image_data_tensor, torch.cuda.FloatTensor([1.0]))

    # 用生成样本训练鉴别器
    # 使用detach()以避免计算生成器G中的梯度
    D.train(G.forward(generate_random_seed(100)).detach(), torch. 
    cuda.FloatTensor([0.0]))

    # 训练生成器
    G.train(D, generate_random_seed(100), torch.cuda.
    FloatTensor([1.0]))

    pass

  pass


  代码不需要进行太多修改，这说明我们之前编写的代码的可重用性很高。运行训练循环一个周期需要差不多10分钟。不用GPU加速则可能需要花上3小时！


  让我们看一下损失图。鉴别器损失值如下图所示。


  [image: 图片 569]


  看起来训练效果不错，并没有出现不稳定和混乱的情况。大致上，损失值收敛于一个不太大的值。


  我们再看一下生成器损失值。


  [image: 图片 568]


  损失图看起来也不错，训练相当平稳。损失值收敛于与鉴别器损失值相近的值。


  实际上，两个损失值都很接近理想的二元交叉熵损失ln 2 = 0.693，正如附录A所述。


  这是一个非常好的结果。


  让我们查看生成器在训练后生成的一些图像。以下代码在3×2的网格中生成6幅图像，分别由生成器输出。

  # 在3列2行的网格中生成图像
f, axarr = plt.subplots(2,3, figsize=(16,8))
for i in range(2)：
    for j in range(3)：
        output = G.forward(generate_random_seed(100))
        img = output.detach().cpu().numpy()
        axarr[i,j].imshow(img, interpolation='none', cmap='Blues')
        pass
    pass


  把多幅生成的图像放在一起显示，是为了检查生成图像的多样性。下图是上面的代码运行两次的结果，所以一共有12幅图像。


  [image: 图片 567]


  赞！我们能看到人脸了。不仅如此，这些图像还相当多样化。生成器已经学会了制作出不同发型、不同脸型甚至不同姿势的人像。尽管有些图像的质量还不尽如人意，但仅用非常简单的代码就能得到这种程度的效果，还是很令人惊讶的。


  让我们再训练6个周期，看看能否提高生成图像质量。对我来说，运行6个周期需要58分钟。下图显示的是鉴别器损失值。


  [image: 图片 566]


  损失值在理论最优值附近保持稳定。这是一个很好的现象，说明训练没有变得不稳定。让我们再看看生成器损失值。


  [image: 图片 565]


  同样地，损失值在最优值ln 2 = 0.693附近保持稳定。


  额外训练这6个周期后，让我们再看看12幅图像的效果。


  [image: 图片 564]


  图像的质量有了一些提高。面部特征和细节更加明显了，奇怪的绿脸或蓝脸也不多见了。同时，我们开始看到有明显男性或女性特征的人脸。值得注意的是，发型也是多样化的。


  读者可以自己尝试一下使用大一些的神经网络、不同的优化方法以及不同的损失函数，看看能不能进一步提高图像质量。


  读者应该慰劳一下自己。我们只用了很少量的代码即完成了非常多的工作。我们成功地训练了一个神经网络来生成看起来各不相同的人脸图像。这可不是一件容易的事。


  看着这些多样化的人脸图像，我们可以思考一个问题——生成器究竟学到了什么？我们已经说过，生成器不是从训练数据中记忆整张脸或者眼睛、鼻子等较小的特征。生成器学习的是，创建与训练数据中的图像具有相似特征的图像。读者可以在附录B中了解更多关于这方面的内容。


  以下链接中包含我们刚刚使用的代码。


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/ 12_gan_celeba.ipynb

  


  2.4.13　学习要点


  
    
      	
        颜色可以用红、绿、蓝三种色光表示。因此，彩色图像常被表示为3层像素值的数组，每层对应三原色之一，且大小为（长，宽，3）。

      


      	
        在处理由多个文件组成的数据集时，逐个读取和关闭每个文件的方法效率很低，特别是在虚拟环境中。一种推荐的做法是，将数据重新包装成一种为方便频繁、随机访问大量数据而设计的格式。成熟的HDF格式是科学计算中常见的格式。

      


      	
        一个GAN不会记忆训练数据中的样本，也不会复制和粘贴训练样本中的元素。它学习的是训练数据中特征的概率分布，并生成与训练数据看似来自同一分布的数据。

      

    

  

  


  [1]　也译为“模式崩塌”“模式坍塌”等。——译者注


  





第3章　卷积GAN和条件式GAN


  在本章中，我们对GAN的核心概念加以扩展，并应用卷积神经网络。我们也将创建一个条件式GAN，用于生成指定类型的数据。


  
3.1　卷积GAN


  在本节中，我们将从以下两个角度出发，改良之前创建的CelebA GAN。


  
    	生成的图像看起来仍然比较模糊。有些我们希望色彩相当平滑的区域被高对比度的像素图案覆盖。


    	全连接的神经网络消耗大量内存。即便是中等大小的图像或网络，也会很快使GPU达到极限，以至于训练无法继续。大多数消费级GPU的内存要比谷歌Colab提供的Tesla T4或P100小得多。

  


  3.1.1　内存消耗


  在探索新的GAN技术之前，我们先来看看之前创建的GAN消耗了多少内存。如果我们再次运行整个笔记本，鉴别器网络和生成器网络都会消耗内存。更准确地说，输入数据、网络中间层的结果、输出数据以及可学习参数，都是会占用GPU内存的张量。


  我们可以通过以下代码查看当前所分配的内存大小。

  # 当前分配给张量的内存大小
torch.cuda.memory_allocated(device) / (1024*1024*1024)


  结果除以1 024*1 024*1 024，目的是将字节（byte）单位转换为吉字节（gigabyte，GB）。


  [image: 图片 560]


  可以看到，运行笔记本中所有代码后，GPU分配了大约0.70 GB的内存给张量。这主要是因为鉴别器对象和生成器对象仍然存在，随时可以再次调用。


  不过，这个数字并不能说明全部情况。在运行GAN代码后，有些内存会被释放出来。通过以下代码，我们可以知道运行过程中张量消耗的内存峰值是多少。

  # 运行中分配给张量的内存总量(GB)
torch.cuda.max_memory_allocated(device) / (1024*1024*1024)


  该峰值应该比之前的结果大。


  [image: 图片 559]


  我们看到，在代码运行过程中，张量消耗的内存峰值约为1.09GB。


  通过以下代码，我们可以了解更多关于内存消耗的统计数字。

  # 内存消耗汇总
print(torch.cuda.memory_summary(device, abbreviated=True))


  在汇总的信息中，有我们刚刚看到的当前和峰值内存消耗。


  [image: 图片 558]


  在上表中的已分配内存（Allocated memory）行，当前消耗（Cur Usage）为733 992 KB，与我们之前计算的0.70GB一致；峰值消耗（Peak Usage）为1 119 MB，与1.09 GB一致。


  这些数字是很好的基准，能够帮助我们评估某种改良方法是否可以有效减少内存消耗。


  3.1.2　局部化的图像特征


  机器学习的黄金法则之一是，最大限度地利用任何与当前问题相关的知识。这些领域知识（domain knowledge）可以帮助我们排除不成立的选项，从而简化问题空间。这样一来，可学习参数的组合变少了，机器学习相对更容易了。


  如果对图像进行进一步的思考，我们会发现，大多数有意义的特征（feature）是局部化（localised）的。例如，表示眼睛或鼻子的像素靠得很近。利用这些信息，我们可以将图像分类为人脸。我们应该设计一个神经网络，利用相邻像素群的局部特征进行分类。


  在之前的MNIST分类器和CelebA分类器中，我们没有这样做，而是把图像的所有像素一起考虑。这么做也没有错。这些网络可以学习正确的链接权重，并挑选正确的特征来帮助图像分类。唯一的区别在于，利用所有像素学习的难度更大些。


  3.1.3　卷积过滤器


  让我们以一个6像素× 6像素的简单笑脸图像为例。


  [image: 图片 557]


  假设有一个放大镜，如果我们用它对准任何图像，它只能看到图像中一个4像素× 4像素的区域。如果用这个放大镜在上图中移动，它只能看到一只眼睛，或者看到嘴巴的一部分。这个放大镜就体现了我们所说的局部性（locality）。


  假设我们在图像上移动放大镜，并计算在4像素× 4像素的区域内有多少个深色像素，我们就可以创建一个新的、汇总局部信息的网格。下图直观地解释了这个过程。


  [image: 图片 556]


  上图中右边较小的网格大小是3像素× 3像素，汇总了放大镜在图像的每个区域的发现。我们可以看到，它在图像的左上方和右上方各发现了一只眼睛。同时，它也发现了底部的暗像素区域，底部中间格像素最暗。此外，中间行的左、中、右都没有暗像素。


  我们可以看出，这个汇总网格对于脸部图像的分类是有帮助的。下图显示了使用这种方法对一张稍有不同的哭脸图像进行分类的过程。


  [image: 图片 555]


  我们发现，对于上面两幅不同的脸部图像，汇总后的网络是一样的。这个过程看起来相当实用，因为它可以识别局部特征，而不受图像之间微小区别的影响。


  我们将这种在图像上移动并汇总新的网格的过程称为卷积（convolution）。该词汇来自一个数学过程，用于计算两个函数或信号形状的相似度。这里我们要计算的是放大镜的图案与它所覆盖区域的相似度。


  这个过程可以更加复杂。比如，如果放大镜有偏差，对一些像素的赋值较高，对另一些像素的赋值较低，就可以用来识别特定的图案。


  例如，下图中的放大镜的作用是只考虑图像中上面的两个像素，同时忽略下面的两个像素。它通过将顶部像素值乘以1、底部像素值乘以0来实现这个效果。这样一来，它就能在图像中识别出水平线了。


  [image: 图片 554]


  在所得到的汇总网格中，只有底部中间的像素值较高。这对应了图像中确实存在的一条深色水平线。


  该放大镜的标准名称是卷积核（convolution kernel）。下图显示将两个稍有不同的卷积核应用在同一幅图像上。这两个卷积核的偏差在不同的对角线方向。


  [image: 图片 553]


  我们看到，卷积核可以识别出图像中具有相应对角线特征的区域。


  更多关于卷积的例子，可以在附录C中找到。


  3.1.4　学习卷积核权重


  一个值得思考的问题是，当我们试图训练一个分类器时，这些卷积核有什么作用？我们已经看到，不同的卷积核可以从同一幅图像中识别出不同的图案，这些信息对图像分类很有帮助。例如，底部中间的水平深色特征，加上左上角和右上角附近的深色特征，就表明这是一张人脸图像。


  我们可以选择不同的卷积核，然后学习每个卷积核的重要性，有点像从图像到卷积核的链接权重。


  一种更好的方案是，不用提前设计卷积核，而是通过学习获得卷积核中的最佳赋值或权重。这正是包括PyTorch在内的许多机器学习框架所采取的方法。


  基本上，我们只需要决定使用几个卷积核，比如20个。在训练过程中，我们会对每个卷积核内部的权重进行调整。如果训练成功，最终得到的卷积核会从图像中挑出最有代表性的细节。神经网络的其余部分将结合这些信息对图像进行分类。不是所有的卷积核都会有用，较低的链接权重会降低这些卷积核的影响。


  3.1.5　特征的层次结构


  我们刚才讲了一层卷积核如何识别出低层次特征（如边缘或斑点），并将这些信息汇总在网格中。这些网格的正式名称是特征图（feature map）。


  如果将另一层卷积核应用到这些特征图上，我们可以得到中层次的特征。这些特征是低层次特征的组合。比如说，斑点和边缘的正确组合可能是一只眼睛或一个鼻子。


  我们可以再应用一层卷积核，得到更高层次的特征。这些特征是中层次特征的组合。眼睛和鼻子特征的正确组合，加上方向，很可能代表一张人脸。


  下图中，具有层次结构的卷积层可以发现低层次、中层次和高层次特征。其中，卷积核和特征图的内容只用于说明。


  [image: 图片 552]


  关于大脑如何理解眼睛所看到的东西，在科学界仍有很大争议。不过，很多人认为它的原理与这种层次分析类似。


  无论如何，这种从相邻像素图案构建中层次特征，再从中构建高层次内容的方法，可以提高图像分类的效率。事实上，卷积神经网络，即CNN，长期以来一直是图像分类领域的前沿技术。


  CNN的关键在于，网络可以自己学习卷积核的具体值。换句话说，我们让网络自己找到最有用的低层次、中层次和高层次图像特征。


  3.1.6　MNIST CNN


  为了加深理解，我们先构建一个使用卷积神经网络的MNIST分类器。


  我们可以从以下链接复制在第1章使用的MNIST分类器代码。


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/04_

    mnist_classifier_refinements.ipynb

  


  我们只需要修改分类器神经网络的定义。其余的代码，如加载数据、查看图像、训练网络和检查分类性能等部分，不需要太多改变。


  上面这个全连接神经网络的输入层有784个节点，与中间层的200个节点完全连接。中间层再与输出层的10个节点完全连接。中间层使用LeakyReLU激活函数，再应用标准化。在输出层，我们只用一个S型激活函数。该网络在MNIST测试数据集可达到97%的准确率。


  现在，我们需要思考如何用卷积过滤器来替代现有模型。要解决的第一个问题是，卷积过滤器需要在二维图像上工作，而现在输入网络的是一个简单的一维像素值列表。一个简单而快捷的解决方案是，将image_data_tensor变形为（28，28）。


  实际上，我们要使用四维张量，因为PyTorch的卷积过滤器的输入张量有4个元素（批处理大小、通道、高度、宽度）。我们使用的批处理大小为1，而MNIST图像是单色的，只有1个通道，所以我们的MNIST数据需要被塑造为（1，1，28，28）的形式。我们可以使用View()函数很容易地实现这一步。


  我们看看以下的卷积神经网络代码。

  self.model = nn.Sequential(
    # 将1个过滤器扩展到10个
    nn.Conv2d(1, 10, kernel_size=5, stride=2),
    nn.LeakyReLU(0.02),
    nn.BatchNorm2d(10),

    # 10个过滤器到10个过滤器
    nn.Conv2d(10, 10, kernel_size=3, stride=2),
    nn.LeakyReLU(0.02),
    nn.BatchNorm2d(10),

    View(250),
    nn.Linear(250, 10),
    nn.Sigmoid()
)


  该神经网络的第1个元素是卷积层nn.Conv2d。其中，第1个参数是输入通道数，对于单色图像是1；第2个参数是输出通道的数量。在上面的代码中，我们创建了10个卷积核，从而生成10个特征图。


  第3个参数kernel_size是卷积核的大小。在3.1.3节的讨论中，我们使用了一个2×2的正方形卷积核。在本节中，我们将卷积核设置为5×5的正方形。


  最后一个参数stride设置了卷积核沿图像移动时的步长大小。在上面的讨论中，我们让2×2的卷积核以2像素的步长移动。这里我们同样将步长设置为2。


  下图中，通过分别展示步长等于2和等于1的例子，解释步长的工作原理。注意，在步长为1的情况下，卷积核所覆盖的区域有重叠。这并没有问题。
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  一个MNIST图像的大小为28像素× 28像素，一个卷积核的大小为5×5，步长为2，输出的特征图的大小为12像素× 12像素。


  与之前一样，对于每一层的输出，我们仍需要一个非线性激活函数。我们可以继续使用LeakyReLU（0.02），之前使用它的效果很好。


  接着，我们对这些特征图进行标准化处理。在这里，我们没有使用LayerNorm()，而是使用BatchNorm2d()对图层中的每个通道进行标准化。


  接下来的代码也类似。另一个卷积层加上标准化和非线性激活函数。这次，我们对前一层输出的10个特征图分别应用一个卷积核，从而得到10个新的特征图。这里，卷积核比之前的小，长宽均为3个像素。同样在步长为2的情况下，我们得到的输出特征图大小为5×5。


  网络的最后一个部分包括10个大小为5×5的特征图。我们将总共10×5×5=250个值转换成一个包含250个值的一维列表。这时，我们需要在Sequential列表中使用之前定义的View()类。最后，一个全连接层把这250个值映射到10个输出节点，每个节点都用一个S型激活函数。之所以需要10个输出节点，是因为我们需要将图像分类为10个数字中的一类。


  下面是我们的架构图。
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  让我们训练这个CNN，并用之前测试全连接MNIST分类器的方法测试它的性能。


  我们注意到的第一个区别是，训练这个CNN的速度比较快。之前的全连接网络需要13.5分钟，现在的CNN只需要约9.5分钟。
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  CNN的损失图与全连接网络损失图非常相似。损失值迅速下降并接近0，大部分损失值保持在0附近。


  [image: 图片 548]


  新模型的准确率为98%，高于之前全连接网络的97%。虽然看起来提升不是很大，但是对于任意MNIST分类器来说，达到高于98%的准确率都相当困难。该卷积分类器只用简单的设计和少量代码，便取得了98%的准确率！


  我们在本节使用的卷积神经网络分类器代码，可从以下链接下载：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/13_

    cnn_mnist.ipynb

  


  3.1.7　CelebA CNN


  接下来，让我们将卷积层应用于GAN。


  我们从之前创建的CelebA GAN入手：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/12_

    gan_celeba.ipynb

  


  CelebA数据集中的图像是217像素× 178像素的长方形。为了简化卷积过程，我们将使用128像素× 128像素的正方形图像。这意味着我们需要先对训练图像进行裁剪。


  以下代码是一个辅助函数，可以从一个numpy图像中裁剪任意大小的图像。裁剪的区域位于输入图像的正中央。

  def crop_centre(img, new_width, new_height)：
    height, width, _ = img.shape
    startx = width//2 - new_width//2
    starty = height//2 - new_height//2
    return img[  starty:starty + new_height, startx:startx + 
    new_width, :]


  要从一个较大的图像img中心截取一个128像素× 128像素的正方形区域，我们使用crop_centre（img, 128, 128）。


  在笔记本中，我们需要将该辅助函数移到Dataset类的上方，因为我们会在Dataset类的定义中使用crop_centre()。下面的代码分别更新了__getitem__()方法和plot_image() 方法。从HDF5数据集中读取一个图像后，先将它裁剪成一个128像素× 128像素的正方形图像。

  def __getitem__(self, index)：
    if (index >= len(self.dataset))：
      raise IndexError()
    img = numpy.array(self.dataset[str(index)+'.jpg'])
    # 裁剪128像素× 128像素的正方形图像
    img = crop_centre(img, 128, 128)
    return torch.cuda.FloatTensor(img).permute(2,0,1).
    view(1,3,128,128) / 255.0

def plot_image(self, index)：
    img = numpy.array(self.dataset[str(index)+'.jpg'])
    # 裁剪像素128×128像素的正方形
    img = crop_centre(img, 128, 128)
    plt.imshow(img, interpolation='nearest')
    pass


  __getitem__()需要返回一个张量，并且是一个四维张量的形式（批次大小，通道，高度，宽度）。numpy数组是形式为（高度，宽度，3）的三维张量，permute（2,0,1）将numpy数组重新排序为（3,高度,宽度）。view（1,3,128,128）为批量大小增加了一个额外的维度，设置为1。


  让我们看一下Dataset类是否能正确地裁剪图像。
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  可以看到，图像被裁剪成了一个较小的128像素× 128像素的正方形图像。


  不同于完全连接层，卷积层输出的大小并不是很直观。在设计卷积网络时，纸和笔会很有帮助。有些人喜欢通过画出输入张量、卷积核和步长的草图来帮助理解，就像我们在前两章做的那样；有些人喜欢只在代码上做实验，用错误信息来引导自己调整卷积核和步长；也有些人会使用像附录C中的公式或PyTorch参考页上的nn.Conv2d()的公式，直接计算输出的大小。


  我们的网络应该有多少层呢？网络的中间层应该有多少个卷积核呢？正如我们在《Python神经网络编程》中所讨论的，这个问题没有简单的答案。我们应该尽量构建最小的网络，这样训练起来比较容易，但也不能小到失去学习能力。我们还应该注意区分，网络像分类器一样缩减数据，还是像生成器一样扩展数据，这对设计网络会有帮助。


  下图中的网络有3个卷积层和1个最后的全连接层。
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  第一个卷积层取3通道彩色图像，应用256个卷积核，输出256个特征图。由于卷积核大小为8×8，步长为2，所以特征图的大小为61像素× 61像素，小于128像素× 128像素的输入图。下一个卷积层也一样，有256个大小为8×8的卷积核，步长为2。从这一层中，我们仍然得到256个特征图，不过特征图大小进一步缩小到27×27。当接近网络的末端时，我们需要考虑减少数据。下一个卷积层只有3个卷积核，但同样是8×8的大小和步长2，这就给了我们3个大小为10×10的特征图。我们需要将这300个值缩减到一个鉴别器的输出值。我们也可以使用更多的卷积层来缩减数据。不过，为了汇总图像的关键特征，300个值已经足够小了。我们可以使用一个简单的全连接线性层来将它们映射到输出。


  为了我们可以更好地理解，说这么多还是有必要的。


  以下代码实现了鉴别器的网络设计。

  self.model = nn.Sequential(
    # 预期输入形状 (1,3,128,128)
    nn.Conv2d(3, 256, kernel_size=8, stride=2),
    nn.BatchNorm2d(256),
    nn.LeakyReLU(0.2),

    nn.Conv2d(256, 256, kernel_size=8, stride=2),
    nn.BatchNorm2d(256),
    nn.LeakyReLU(0.2),

    nn.Conv2d(256, 3, kernel_size=8, stride=2),
    nn.LeakyReLU(0.2),

    View(3*10*10),
    nn.Linear(3*10*10, 1),
    nn.Sigmoid()
)


  代码中并没有什么新的东西要讨论，所有的元素我们都已经见过。值得注意的是，我们使用View()将最后一个大小为（1，3，10，10）的特征图重塑为一个简单的一维张量。张量的大小为300，可以直接传递给线性层。读者可能会注意到，这段代码中出现了3*10*10，而不是300。这是为了帮助阅读代码的人理解这个数字的来源——这是一个很好的编程习惯。


  为了测试鉴别器对随机像素图像的判别能力，我们需要修改代码，使generate_random_image()创建大小为（1, 3, 128, 128）的四维张量。这个改变非常简单，因为我们在编写随机值辅助函数的时候，就考虑到了这一需求，并把张量的形状作为参数。

  D.train(generate_random_image((1,3,128,128)), torch.cuda.
FloatTensor([0.0]))


  运行训练循环需要大约10分钟。下图显示了训练过程中的损失值变化。
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  从上图中可见，损失值很快降至0附近。值得注意的是，图中噪声非常少。之前测试网络时常见的高低值跳跃现象，在这里非常少见。


  让我们手动测试一下鉴别器区分真实图像和随机生成样本的得分。记得修改随机图像生成函数来输出大小为（1，3，128，128）的张量。
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  从分数来看，置信度的确非常高。这说明我们的鉴别器网络是非常有效的。


  接着，让我们来思考一下生成器网络，这意味着我们的笔和纸又要派上用场了。我们将遵循一个原则，即生成器应该是鉴别器的镜像。这样一来，它们谁也不比谁强，谁也不比谁弱。


  在开始画设计图时，我们可能会问，什么是卷积计算的反义词？卷积将较大的张量缩减成较小的张量，而反卷积则需要将较小的张量扩展成较大的张量。PyTorch将这种反向卷积称为转置卷积（transposed convolution），需要调用的模块是nn.ConvTranspose2d。


  下图说明了转置卷积的工作原理。


  [image: 图片 543]


  在上图中，输入张量的大小是3×3，卷积核的大小是2×2，步长是2。转置卷积的工作原理是，卷积核在中间网格上移动，跨度为1，而不是2。这个中间网格是由输入张量扩展得到的。首先，我们在输入的每两个方格中间添加0值方格。这样一来，原输入值之间的距离就等于步长，也就是2。接着，我们在网格的四周全部添加0值方格。这么做的目的是，保证卷积核至少可以覆盖一个原输入值。图中的输出张量大小为6×6。


  这种扩展张量的方法看起来可能过于复杂。但它的主要好处在于，它可以抵消同等配置的卷积效果。例如，如果我们把输出的6×6张量，用2×2的卷积核和步长2进行卷积，我们又会得到一个3×3张量。在一些特殊情况下，反转并不精确，需要额外的填充。


  读者可以在附录C中找到更详细的步骤和案例。


  下图是一个卷积网络架构，它以一个大小为100的种子为输入，最终产生一个形状为（1，3，128，128）的张量。
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  要设计一个神经网络，用于将张量扩展到合适大小，需要经过几个步骤。这个网络看起来非常像是鉴别器的镜像，这很好。起始端有一个全连接层，它将100个种子值映射到3×11×11的张量。接着，它被转换成转置卷积层所需要的四维（1,3,11,11）张量。最后一步，转置卷积层需要一个额外的设置，即补全padding=1，作用是从中间网格中去掉外围的方格。如果没有补全，要想让输出的大小为（1,3,128,128），则需要增加网络本身的参数。


  在卷积生成器网络的末端增加一个全连接层，看起来是一个更直接的解决方案。不过，我们应该避免这样做，因为我们希望用局部特征生成最终的图像。


  下面的代码定义了生成器神经网络。

  self.model = nn.Sequential(
    # 输入是一个一维数组
    nn.Linear(100, 3*11*11),
    nn.LeakyReLU(0.2),

    # 转换成四维
    View((1, 3, 11, 11)),

    nn.ConvTranspose2d(3, 256, kernel_size=8, stride=2),
    nn.BatchNorm2d(256),
    nn.LeakyReLU(0.2),

    nn.ConvTranspose2d(256, 256, kernel_size=8, stride=2),
    nn.BatchNorm2d(256),
    nn.LeakyReLU(0.2),

    nn.ConvTranspose2d(256, 3, kernel_size=8, stride=2, padding=1),
    nn.BatchNorm2d(3),

    nn.Sigmoid()
)


  这段代码实现了我们的设计思路。首先，它用一个全连接层将100个种子值映射到3*11*11的张量，再转换成PyTorch的卷积模块所需要的四维（1，3，11，11）张量。转置卷积模块有3个，每个卷积核大小为8，步长为2。前两个转置卷积模块有256个卷积核，最后一个转置卷积模块减少到3个卷积核。因为输出张量需要有3个通道，红、绿、蓝像素值各占一个通道。最后一个卷积有额外的补全设置padding=1。


  让我们检查一下，未经训练的生成器是否可以生成一个包含随机像素值的图像，并且形状是正确的。我们需要使用permute（0,2,3,1）和view（128,128,3），对生成器中的四维张量重新排序，以便绘制图像。
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  未经训练的生成器确实能生成一个符合大小的图像。它的像素值看起来像是随机的，但如果我们仔细观察，似乎可以看出一个棋盘的图案。同时，图像的边缘也有一个颜色较暗的区域。是不是我们的代码出错了？


  其实代码并没有出错。当我们通过一系列的转置卷积构造图像时，特征图的重叠，特别是当步长不是卷积核大小的倍数时，就会导致棋盘图案的出现。边界较暗的原因是，图像边缘的重叠较少，贡献值也较少。当我们训练生成器时，它将学习到正确的权重。


  在做完所有准备工作后，我们终于可以训练GAN了。我们不需要对训练循环代码进行任何修改，先试着训练一个周期。


  训练一个周期大约需要15分钟。下图是训练过程中鉴别器损失值的变化。
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  损失值非常迅速地降至0，并保持在低位。这比混乱的、不稳定的损失图要好。但是，如果能接近理想的损失值0.693就更好了。在训练快要结束时，损失值好像有了开始上升的迹象。


  让我们看一下生成器损失值的变化。


  [image: 图片 539]


  损失值看起来还不错，没有很混乱。但即便损失值高于理想值，它仍在缓慢下降。可能需要训练更久一些。


  再让我们看一下训练一个周期后，生成器生成的图像效果。


  [image: 图片 538]


  太好了！我们的卷积GAN可以生成具有基本人脸特征的图像了。其中多数有两只眼睛、一个鼻子和一个嘴巴，很多时候还有头发。虽然图像质量不是很高，但我们取得的成绩还是值得肯定的。这些图像由卷积神经网络学到的高、中、低层次的局部特征，按层次结构组合而成。当然，这些特征并不是从训练数据中复制过来的。它们的排列方式，比如眼睛在鼻子上方、鼻子在嘴巴上方等，都是通过欺骗辨别器学会的。这真是太酷了!


  同时，我们也应该感到非常幸运。因为我们似乎避免了模式崩溃，因为生成的图像是多样的。


  与此同时，让我们检查一下卷积GAN的内存消耗情况，看看它是否比我们之前创建的全连接GAN的内存消耗要低。
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  在整个笔记本运行完成后，分配给所有张量的内存仍然只有0.14GB。这主要是因为鉴别器对象和生成器对象仍然存在。之前的全连接GAN的内存是0.70GB。所以，我们的卷积GAN只有全连接GAN消耗的内存的20%左右。这是一个了不起的改良。


  再看看张量的内存消耗峰值，现在是0.20GB。相比之前的1.1GB，同样只有20%左右。


  我们来看看更长时间的训练是否能改善图像质量。下图是在训练1、2、3、4、6和8个周期后生成的图像。我们把它们一起显示，方便比较图像质量。
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  刚开始，图像质量不是很好。随着训练的进行，生成人脸的质量开始变好。有些脸孔具有更真实、更细腻的皮肤。同时，我们也成功地避免了模式崩溃，可以生成多样化的人脸和姿势角度。但即便如此，并不是每幅图像都是好的。我们尚不清楚更长时间的训练是否能解决这个问题。也可能我们这个相对简单的网络架构有着固有的局限性。


  再看看这些图像，它们看起来像是由一组碎片补丁拼凑成的。比如说，有的图像中，一只眼睛和另一只眼睛可能有很大的差别。又比如，在一些图像中，发型的一半与另一半是不一样的。在全连接GAN中，我们没有遇到过类似的情况。这是因为，卷积网络中每一个特征的生成，都是在缺乏上层图像的完整视角的情况下进行的。卷积网络有意地先缩小焦点再生成图像，这样做既有利也有弊。


  构建卷积GAN的所有代码可在以下链接中找到。


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/14_

    gan_cnn_celeba.ipynb

  


  3.1.8　自己动手试验


  读者可以通过尝试自己的想法来改良GAN。


  比如，我们可以尝试不同类型的损失函数、不同大小的神经网络，甚至可以改变基本的GAN训练循环。或许，我们可以尝试在损失函数中增加一个指标来衡量输出的多样性，从而避免模式崩溃。如果有信心，读者也可以尝试实现自己的优化器，做一个更适合GAN的对抗性的优化器。


  下面，我用一个名为GELU的激活函数做了一个简单试验。这个函数类似于ReLU，但拐角更柔和。不少人认为，GELU是目前最优的激活函数，因为它提供了很好的梯度，而且在原点周围没有尖锐的不连续性。


  [image: 图片 535]


  我们用nn.GELU()取代原来代码中的nn.LeakyReLU(0.2)。模型经过训练后生成以下图像。


  [image: 图片 534]


  虽然没有进行科学的测试，但是仅通过观察比较就可以发现，使用GELU激活函数后的图像质量的确略有提高。


  下图是训练10个和12个周期后生成的图像。


  [image: 图片 533]


  其中，一些图像的真实度着实令人印象深刻。进一步的训练可能会进一步提高图像质量，但实际上，许多简单的GAN架构最终会崩溃，图像质量会退步并发生模式崩溃。


  在附录D中，我们从理论上讨论为什么使用梯度下降法训练GAN可能存在根本性缺陷。


  这个实验的代码可从以下链接下载：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/15_

    gan_cnn_celeba_refinements.ipynb

  


  3.1.9　学习要点


  
    
      	
        最先进的图像分类神经网络利用有意义的局部化特征。可识别的对象是由具有层次结构的特征构成的。低层次细节特征组成中层次特征，中层次特征本身又组成高层次对象。

      


      	
        卷积神经网络通过卷积核从一幅输入图像中生成特征图。指定的卷积核可以识别出图像中的特定图案。

      


      	
        神经网络中的卷积层可以针对具体任务学习合适的卷积核，也就是说，网络不需要我们直接设计特征，即可学到图像中最有用的特征。使用卷积层的神经网络在图像分类任务上的表现，优于同等大小的全连接网络。

      


      	
        卷积模块缩减数据，同样配置的转置卷积模块可以抵消这种缩减。因此，转置卷积是生成网络的理想选择。

      


      	
        基于卷积网络的GAN，通过将低层次特征组成中层次特征，再由中层次特征组成高层次特征来构建图像。实验表明，由卷积GAN生成的图像质量高于同等大小的全连接GAN。

      


      	
        与全连接GAN相比，卷积GAN占用的内存更少。在GPU内存受到限制时，这是处理较大大小的图像文件时需要考虑的一个因素。我们看到卷积GAN的内存使用只有全连接GAN的20%左右。

      


      	
        卷积生成器的一个缺点是，它可能生成由相互不匹配的元素组成的图像。例如，包含不同眼睛的人脸。这是因为卷积网络处理的信息是局部化的，而全局关系并没有被学习到。

      

    

  


  
3.2　条件式GAN


  之前，我们构建的MNIST GAN可以生成各种不同的输出图像。我们很好地避免了单一化和模式崩溃，它们是设计GAN时的主要挑战。


  如果能通过某种方式引导GAN生成多样化的图像，同时又仅限于生成训练数据中的一类图像，那将是非常有价值的。例如，我们可以要求GAN生成不同的、但都代表数字3的图像。又如，我们用人脸图像进行训练，如果情绪是训练数据中的一个类别，那么我们可以要求GAN只生成具有快乐表情的人脸图像。


  3.2.1　条件式GAN架构


  让我们构想一下这种架构会是什么样子的。


  如果希望让一个训练后的GAN生成器输出一个指定类型的图像，则需要告诉它我们希望的输出类型。这意味着，我们需要将类型作为生成器输入的一部分，如同随机种子一样。


  鉴别器的情况更加复杂。以前，它唯一的工作是尝试将真实的图像和生成的图像分开。现在，我们希望它同时学习将类型标签与图像关联起来。不然，它就无法向生成器提供反馈，生成器也就无法将图像与标签关联起来。这意味着，我们还需要将类型标签与图像一起输入鉴别器。


  下图显示的架构是条件式（conditional）GAN。


  [image: 图片 525]


  主要的改变在于，现在生成器和鉴别器的输入都在图像数据的基础上加入了类型标签。


  3.2.2　鉴别器


  让我们修改之前的全连接MNIST GAN（代码可参见以下链接），实现这个架构。


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/08_

    gan_mnist.ipynb

  


  首先，我们需要更新鉴别器，使它可以同时接收输入图像的像素数据和标签信息。一种简单的方法是扩展forward()函数，使它可以同时接收图像张量和标签张量为输入变量，再直接将它们拼接起来。标签张量就是我们之前在Dataset类中创建的独热张量。

  def forward(self, image_tensor, label_tensor)：
    # 拼接种子和标签
    inputs = torch.cat((image_tensor, label_tensor))
    return self.model(inputs)


  通过torch.cat()函数可以方便地将两个张量拼接起来。从Dataset类中返回的图像张量长度为784，标签张量的长度为10，所以拼接起来后的长度为794。


  由于我们扩展了输入的大小，因此需要更改第一层神经网络的定义，将预期输入的大小改为784+10。

  self.model = nn.Sequential(
    nn.Linear(784+10, 200),
    nn.LeakyReLU(0.02),

    nn.LayerNorm(200),
    nn.Linear(200, 1),
    nn.Sigmoid()
)


  我们将更新后的输入张量长度写成784+10，而不是794。这是为了方便别人在阅读这段代码时看到这个变化，也能明白这个变化的原因——这是一个很好的编程习惯。


  对鉴别器的最后一个改动是，在train()函数里需要将标签添加到调用forward()的输入参数中。下面只显示了train()函数的前几行。

  def train(self, inputs, label_tensor)：
    # 计算网络的输出
    outputs = self.forward(inputs, label_tensor)


  让我们用常规的方法来测试鉴别器。为此，我们需要更新训练循环代码，将额外的标签张量输入train()函数。

  for label, image_data_tensor, label_tensor in mnist_dataset：
    # 真实数据
    D.train(image_data_tensor, label_tensor, torch.FloatTensor 
    ([1.0]))
    # 生成数据
    D.train(generate_random_image(784), generate_random_one_
    hot(10), torch.FloatTensor([0.0]))
    pass


  我们还需要为随机生成的图像搭配一个随机类别标签。为此，我们创建了一个便利函数generate_random_one_hot()，用来生成一个随机的独热标签向量。

  # 输入参数size必须是整数（integer）类型
def generate_random_one_hot(size)：
    label_tensor = torch.zeros((size))
    random_idx = random.randint(0,size-1)
    label_tensor[random_idx] = 1.0
    return label_tensor


  让我们通过损失值来看看鉴别器的效果。


  [image: 图片 524]


  相比原来的鉴别器，修改后的鉴别器的训练损失值并没有太大变化。


  3.2.3　生成器


  现在，让我们来想象一下生成器。由于要把种子和标签张量输入生成器，因此需要修改forward()函数。我们需要把输入参数拼接起来，再输入神经网络。

  def forward(self, seed_tensor, label):
    # 拼接种子和标签
    inputs = torch.cat((seed_tensor, label_tensor))
    return self.model(inputs)


  网络的第一层需要修改，以便接收10个额外的输入值。

  self.model = nn.Sequential(
    nn.Linear(100+10, 200),
    nn.LeakyReLU(0.02),

    nn.LayerNorm(200),

    nn.Linear(200, 784),
    nn.Sigmoid()
)


  最后，train()函数也需要接收标签输入。

  def train(self, D, inputs, label_tensor, targets)：
    # 计算网络的输出
    g_output = self.forward(inputs, label_tensor)

    # 输入鉴别器
    d_output = D.forward(g_output, label_tensor)


  在向生成器输入本身的forward()函数，以及将生成的图像传递给鉴别器的forward()函数时，我们使用的标签张量是相同的。否则，鉴别器无法向生成器提供相关标签的反馈。


  3.2.4　训练循环


  GAN的主训练循环同样需要修改，输入一个标签张量给鉴别器和生成器。以下代码只显示了周期循环内的内容。

  for label, image_data_tensor, label_tensor in mnist_dataset：
    # 使用真实正样本训练鉴别器
    D.train(image_data_tensor, label_tensor, torch.FloatTensor 
    ([1.0]))

    # 为鉴别器生成一个随机独热标签
    random_label = generate_random_one_hot(10)

    # 使用负样本训练鉴别器
    # 使用detach()以避免计算生成器G中的梯度
    D.train(G.forward(generate_random_seed(100), random_label). 
    detach(), random_label, torch.FloatTensor([0.0]))

    # 为生成器生成一个随机独热标签
    random_label = generate_random_one_hot(10)

    # 训练生成器
    G.train(D, generate_random_seed(100), random_label, torch. 
    FloatTensor([1.0]))

    pass


  值得注意的是，我们创建了一个变量random_label。这样一来，在用生成的图像训练鉴别器时，我们我可以对生成器和鉴别器输入同一个标签张量。


  3.2.5　绘制图像


  当生成器训练完成后，我们可以测试用它为指定的几个标签生成图像。我们先在生成器类中添加一个新的plot_images() 方法。

  def plot_images(self, label)：
    label_tensor = torch.zeros((10))
    label_tensor[label] = 1.0
    # 在3列2行的网格中生成样本图像
    f, axarr = plt.subplots(2,3, figsize=(16,8))
    for i in range(2)：
        for j in range(3)：
          axarr[i,j].imshow(G.forward(generate_random_seed(100), 
          label_tensor).detach().cpu().numpy().reshape(28,28), 
          interpolation='none', cmap='Blues')
          pass
        pass
    pass


  该函数将接收一个整数类型的标签，并将它转换成独热张量，再输入生成器。6个不同的随机种子生成了6幅图像，并绘制在网格中。


  3.2.6　条件式GAN的结果


  我花了大约1小时30分钟将GAN训练了12个周期。乍看之下，鉴别器损失值与更新之前的损失值没有太大区别。但是如果仔细看会发现新的损失值并不接近0，看起来甚至在增加。这是一个好的现象，因为GAN的理想损失值并不是0。


  [image: 图片 523]


  生成器损失值看起来同样与改动前的GAN差不多。如果仔细看，会发现均值也不是0，这很好。


  [image: 图片 522]


  这表明，输入额外的标签信息有助于训练GAN。这是合理的，因为鉴别器有了更多有价值的信息，帮助它判断图像是否真实，并反馈给生成器。


  最后，我们使用plot_images(9)让GAN生成若干幅9的图像。


  [image: 图片 521]


  成功了！我们的条件式GAN的确生成了几幅数字9的图像。更好的是，这些图像都是不一样的。


  下图分别显示了6幅随机生成的数字9、3、1和5的图像。


  [image: 图片 520]


  我们看到，由GAN生成的图像都是我们指定的数字，而且都是不一样的。


  能生成指定类型的多样化图像真的很强大。我们可以想象到很多应用，比如生成具有特定情绪表情的人像、具有指定颜色的花朵等。实现这一功能的关键在于，训练数据需要用我们希望生成的类别进行标记。


  生成MNIST数字的条件式GAN的代码链接是：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/16_

    cgan_mnist.ipynb

  


  3.2.7　学习要点


  
    
      	
        不同于GAN，条件式GAN可以直接生成特定类型的输出。

      


      	
        训练条件式GAN，需要将类别标签分别与图像和种子一起输入鉴别器和生成器。

      


      	
        由条件式GAN生成图像的质量，通常优于由不使用标签信息的同等GAN生成的图像。

      

    

  


  
3.3　结语


  太有才了!


  祝贺读者，您已经读完了这本书。


  读完本书之后，您应该对PyTorch的基础知识有了较深的理解。更棒的是，您已经获得了使用这些知识来构建和训练多种神经网络的实践经验。您应该有信心使用PyTorch来开发更复杂的架构了。


  与此同时，您已经对GAN有了一定了解。GAN是目前机器学习中最热门的领域之一。您已经收获了设计网络、见证网络失败，并对失败进行补救的实战经验。具备这样经验的人才并不太多。


  您很幸运地参与了机器学习的最前沿工作。您的某个想法完全有可能成为具有突破性的研究成果。这相当令人振奋!


  未来方向


  在本书中，我们尽量控制内容，将重点放在图像生成上。不过，GAN也可以学习其他类型的数据，如声音、视频甚至自然语言等。虽然应用不同，但是它们的核心概念是一样的。


  目前，有很多研究试图探索新的方法来改良GAN的训练。同时，关于GAN如何训练以及为什么训练会失败的理论研究也在进行中。大量不同的想法和方法不断被提出，比如全新的损失函数、惩罚单一性输出的有趣架构等。我们建议您亲自参与探索。


  在我看来，最有希望的研究方向之一是关于梯度下降的。简单来说，在两个或更多的代理试图实现对立的目标时，梯度下降很可能不是理想的优化方法。


  即使是最基本的问题，同样有待解答。比如，如何衡量和比较一个由GAN生成的图像的质量和多样性？我们如何科学合理地比较两个不同GAN架构的效果？


  负责任地使用


  通过使用GAN，我们可以生成足以以假乱真的数据。被滥用或造成事故的可能性是很大的。一些组织正在制定指导准则和框架，以确保我们对机器学习的使用是安全的、负责任的、符合道德的。请您务必了解一下。如果您对机器学习的使用可能会影响到其他人，也请遵守这些准则。


  机器学习是超酷的!


  让我们再重温一下重点。我们只用很简短的代码，编写非常简单的GAN。它可以在没有直接看过训练数据的情况下，学习生成逼真的图像。这些图像不是从训练样本中直接复制粘贴来的，也不是训练样本的某种平均值。


  即便在花了如此多精力思考和编码之后，这一成就仍令人觉得不可思议。


  祝您GAN得愉快！


  





附录A　理想的损失值


  在训练GAN时，我们希望达到的理想状态是，生成器与鉴别器之间达到平衡。这时，鉴别器无法区分真实数据与生成器生成的数据。因为生成器已经学会了生成看起来足以以假乱真的数据。


  我们来计算一下，当达到平衡时，鉴别器的损失值应该是多少。下面我们分别对均方误差（mean squared error, MSE）损失和二元交叉熵（binary cross entropy, BCE）损失进行计算。


  
A.1　MSE损失


  均方误差损失的定义很简单。它先计算输出节点产生的值和预期的目标值之间的差值，也就是误差。误差可以是正值，也可以是负值。如果我们把误差平方，就可以保证结果为正。均方误差就是这些平方误差的平均值。


  该损失的数学表达式如下。对于长度为n的输出层的每个节点，实际输出为o，预期目标为t。


  [image: 图片 516]


  由于鉴别器只有一个输出节点，因此我们可以将以上表达式简化。


  [image: 图片 515]


  当鉴别器无法区分真实数据和生成数据时，它不会输出1，因为输出1表示它完全确信数据是真实的；它也不会输出0，因为输出0表示它完全确信数据是生成的。鉴别器会输出0.5，因为它对任何一种判断都没有信心。


  如果输出为0.5，而目标值为1，则误差为0.5；当目标为0时，误差为−0.5。这两个误差经过平方后，结果都会得到0.25。


  因此，一个平衡GAN的MSE损失为0.25。


  
A.2　BCE损失


  二元交叉熵损失的计算基于概率和不确定性。下面逐个解释。


  我们以MNIST分类器为例，它的神经网络有10个输出节点，每个输出节点对应一个类别。如果训练后的网络判断一个图像是数字4，那么第4个输出节点的值最高，其他节点的值会相对较低。


  正如我们之前讲过的，这些值衡量了分类的置信度。另一种简单的思考方法，是把它们看作概率。这其实也很贴切，因为就像概率一样，输出节点的取值范围为0～1。


  [image: 图片 514]


  上图中，左边显示的是一幅代表4的图像，右边显示分类器的输出。从输出可以看出，网络给表示4的节点输出的概率最高，表示它认为这幅图像很可能是4。同时，它也给表示9的节点输出了中等的概率，表示它认为这幅图像也可能是9。另外，它给其他节点分配了很低的概率，表示它认为这幅图像看起来不像这些数字，如2或3等。


  下表显示了输出值x和预期目标值y的两个例子。


  
    
      
        	
          输出值x

        

        	
          目标值y

        

        	
          结果

        
      

    

    
      
        	
          0.9

        

        	
          1.0

        

        	
          几乎正确

        
      


      
        	
          0.1

        

        	
          1.0

        

        	
          非常错误

        
      

    
  


  在上表的第1行，神经网络输出了一个概率为0.9的分类。由于目标值是1.0，所以几乎是正确的。对于这样的结果，一个好的损失函数会输出一个很小的结果。


  在上表的第2行，分类结果的概率非常低，只有0.1。这说明网络并不认为这个分类是正确的。由于目标值是1.0，所以网络的结果错误。在这种情况下，一个好的损失函数应该输出一个很大的值。


  现在，让我们从概率过渡到不确定性。


  熵（Entropy）是描述不确定性的数学概念。假设有一枚不公平的硬币，两面都是正，那么得到正面的概率就是100%。同样地，得到反面的概率是0%。在任意一种情况下，我们对结果都是100%确定的。由于不确定性是0，因此我们说熵是0。


  现在，假设我们有一枚公平的硬币，一面是正面，另一面是反面。这时，我们对结果的不确定性最大，即熵最大。


  计算熵的数学表达式是


  [image: 图片 513]


  结果是所有可能结果的总和，而p是这些结果的概率。我们不会去探究这个表达式的来源，但我们可以通过绘图直观地看出为什么它的形状是正确的。


  下图中，x轴是硬币为正面的概率，y轴是用上面的表达式计算得到的熵。


  [image: 图片 512]


  这幅图告诉我们，当一枚硬币两面都是正面，也就是p（正面）=1时，不确定性等于0。当两面都是反面，也就是p（正面）=0时，不确定性也等于0。如果硬币是公平的，即p（正面）=0.5时，熵最大。


  我们了解了熵的工作原理。现在，让我们计算当硬币两面都是正面时的熵，也就是p（正面）=1。


  [image: 图片 511]


  计算的结果包括两部分，分别对应硬币为正面和反面两种情况。正面的概率是1，反面的概率是0。因为ln 1是0，可以直接省略。即便ln 0是无定义的，由于乘以0，表达式0ln 0也是0。计算的结果与图中显示的p（正面）=1时的熵为0相吻合。


  读者可以自己试着计算一下，一枚公平的硬币p（正面）=0.5，p（反面）=0.5，它的最大熵是多少？


  小结一下，熵是衡量结果的不确定性的一个指标。


  接着，我们来谈谈交叉熵（cross entropy）。它同样是衡量结果的不确定性的指标。这种不确定性，是由结果的实际可能性与我们预想的可能性之间的差异而导致的。


  这听起来很抽象，所以让我们回到之前的硬币例子。如果我们认为一枚硬币是公平的，但事实上它并不公平，我们就会对结果感到意外。这些结果具有不确定性。这正是交叉熵要衡量的信息。如果我们认为一枚硬币是公平的，实际上它也确实是公平的，那么我们就不会对结果感到惊讶。在这种情况下，交叉熵会很小。


  我们可以把交叉熵看作两个概率分布之间的比较。它们的相似度越高，交叉熵就越小。两个概率分布完全相同时的交叉熵为0。


  这与神经网络有什么关系呢？事实上，神经网络的目标输出是概率分布，而实际输出也是概率分布。如果它们之间差异很大，交叉熵就会很高；如果它们很相似，交叉熵就会很低。这也正是我们希望损失函数所要实现的。


  以上是对交叉熵的直观的解释，以下用数学表达式定义。结果是所有可能分类的总和，其中x是观察到的概率，y是该分类的实际概率。


  [image: 图片 510]


  以之前的网络为例进行计算。输出值x为0.9，但实际应该是1.0。我们对所有可能的分类分别计算再求和。这里可能的分类是1.0和与它相反的0.0。


  [image: 图片 509]


  让我们换一个例子进行同样的计算。假设输出是0.1，而实际值应该是1.0。


  [image: 图片 508]


  我们同样可以把这些结果汇总成一个表。相比上一个表多出一行，其中输出值x为0.9，实际应该是0.0。


  
    
      
        	
          输出值x

        

        	
          目标值y

        

        	
          交叉熵

        
      

    

    
      
        	
          0.9

        

        	
          1.0

        

        	
          0.105

        
      


      
        	
          0.1

        

        	
          1.0

        

        	
          2.303

        
      


      
        	
          0.9

        

        	
          0.0

        

        	
          2.303

        
      

    
  


  从前两行可以看出，在结果非常错误的情况下，交叉熵较大。而对于几乎正确的输出结果，交叉熵较小。从第3行可见，置信度高却错误的输出也有较大的交叉熵。这就是我们选择使用交叉熵作为损失函数的原因。


  但为什么我们要用这种复杂的损失函数呢？毕竟计算MSE损失要简单得多，也更容易理解。


  严格来说，我们可以使用任意一个可以惩罚错误输出的损失函数。有些人更喜欢对分类任务使用交叉熵，因为它可以从数学上被推导，而对于回归任务却不能。但关键的原因在于，它对错误输出的惩罚力度更大。要知道，交叉熵与MSE损失的区别在于它包含对数，造成它的取值范围比1.0大得多。这种陡峭的损失函数可以反馈给神经网络很大的梯度。


  下图显示，在正确输出是1.0时，不同观测输出的交叉熵损失。
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  很明显，非常错误的输出对应非常大的损失值，梯度同样很大。


  二元交叉熵是在只有两个分类的情况下使用的交叉熵。这正是鉴别器所面临的情况，真实数据为1.0，生成数据为0.0。


  现在我们终于可以回答最初的问题了。当鉴别器和生成器达到平衡时，理想的二元交叉熵损失是多少？


  当达到平衡时，鉴别器对两种数据的分类效果同样不佳，因此输出总是0.5。其中，有一些真实值是1.0，另一些应该是0.0。


  对于x=0.5，y=1.0，我们计算交叉熵如下。


  [image: 图片 506]


  对于x=0.5和y=0.0，计算交叉熵得到的结果是一样的。


  [image: 图片 505]


  因此，使用BCELoss()损失函数时，GAN的理想损失值是0.693。


  





附录B　GAN学习可能性


  GAN到底能学到什么？这是一个很好的问题，但并没有一个显而易见的答案。


  接下来，我们将以不使用过多数学术语的方式，对GAN所学习的内容进行直观的解释。让我们先从GAN不能学习什么开始吧。


  
B.1　GAN不会记忆训练数据


  GAN不会学习记忆训练数据中的实例，包括任何实例中的具体部分。对于由人脸图像组成的训练数据，这意味着生成器不会记忆眼睛、耳朵、嘴唇或鼻子等元素。


  另一方面，生成器不会直接看到训练数据。它所学习到的，只是来自鉴别器的反向传播误差反馈，而鉴别器本身只能做出图像真伪的二元判断。


  其实，GAN学习的是训练数据中每个元素出现的可能性（likelihood）。


  
B.2　简单的例子


  下图是一个非常小的、只有8幅图像的数据集。每幅图像也非常小，仅有3像素× 3像素。此外，像素只能是两个值中的一个，在这里表示为蓝色或白色。


  [image: 图片 504]


  作为人类，如果我们被要求画出一幅图像，使它看起来属于这个数据集，我们可能会凭直觉把蓝色像素画在图像中心和左上角。我们也可能把蓝色像素画在左下角。


  在这种直觉的背后，是对“一个像素有多大可能是蓝色”的理解。我们看到，大多数图像的中心像素是蓝色的。事实上，除了其中一幅图像之外，其他所有的图像都符合这一规律。许多图像的左上角也有一个蓝色像素。有几幅图像的左下角像素是蓝色。同时，有些位置，比如中上（中心像素上方）的像素，从来都不是蓝色的。


  让我们看一下实际的计算过程。我们可以统计出每个像素点是蓝色的样本数。下面左图的矩阵中显示了这些统计。在8幅训练图像中，左上角的像素在6幅中都是蓝色的，而左下角是蓝色的只有2幅。中上的蓝色像素出现次数为0。因为中上的像素在任何一幅训练图像中都不是蓝色的。
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  这些统计数字可以被转换成可能性，也被称为概率。转换过程只需要将每个数字除以可能出现的最大次数，这里是8。这些概率显示在上图右边的矩阵中。


  右边的矩阵类似一个概率分布图。它显示了一幅3像素× 3像素的图像中，每个像素是蓝色的可能性。


  
B.3　从一个概率分布中生成图像


  如果我们是一个生成器，我们可能会在决定一个像素是不是蓝色之前，先看看它的概率。比如，左上角的像素为蓝色的概率就相当高，达到0.75。而中上的像素是蓝色的概率是0，我们永远也不会将它涂成蓝色。


  使用这个方法，我们可以生成24种不同的图像。


  [image: 图片 502]


  它们看起来都像来自训练数据集的图像。


  从概率分布中生成图像的关键在于，我们并非从训练数据中复制整幅图像或者某个部分，而是按照训练图像中各元素出现的可能性生成图像。


  从以下链接可以下载将统计数字转换为概率的代码：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/

    Appendix_B_generate.ipynb

  


  
B.4　为图像特征学习像素组合


  在上面的简单例子中，我们只考虑了单个像素的可能性。对于MNIST数字或CelebA人脸图像这样更逼真的图像来说，其实是不够的。


  让我们考虑一下人脸图像中的微笑表情。如果有些像素的嘴唇是红色的，那么我们需要附近的像素也是红色的。我们不能让附近的像素代表不同的笑容，比如紫色的嘴唇。这样的结果看起来会很乱、不真实。


  这说明，生成器神经网络也会通过与相邻像素有关的方式，学习一个像素为某种颜色的可能性。如果生成器生成一个红色像素，将其作为嘴唇的一部分，那么学习到的网络权重也会增加相邻像素是红色的机会。


  下图用一个简单的生成器网络来解释这个想法。
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  我们看到，较高的权重w1激活中间层的中间节点。从该节点输出的信号，通过较高权重的w2继续激活产生红色像素。同样被w1激活的节点，也通过权重较高的w3激活红色像素周围的皮肤色像素。通过这种方式，权重共同学会了为嘴唇画成红色像素组合，同时将嘴唇周围的脸部画成非红色像素。


  
B.5　多模式以及模式崩溃


  如果我们使用MNIST数据集进行训练，我们希望生成器能够生成所有的10个数字。这意味着它要学习所有10个数字的概率分布。


  生成器所面对的挑战是同时学习多个概率分布来对应每一种图像。它可以通过学习正确的权重来实现。这样，不同的随机种子会激活网络的不同路径，从而对应一种概率分布。


  这并不是一个简单的任务。这也正是GAN很难训练成功的原因。


  当出现模式崩溃时，说明生成器只学会了一类图像的概率分布。


  





附录C　卷积案例


  卷积常用于图像神经网络中，既可以作为分类器，也可以作为生成器。在设计卷积神经网络时，我们需要清楚每个卷积层输出数据的形状。


  在本附录中，我们将通过常用的卷积层配置，了解如何得出这些数据的形状。


  特别需要注意的是，转置卷积普遍被认为是较难掌握的。这里，我们将通过一些例子来证明它们并不难理解。这些例子都遵循了一个非常简单的窍门。


  
C.1　例1: 卷积，步长为1，无补全


  在第1个例子中，输入图像大小为6×6，我们使用一个2×2的卷积核，步长为1。
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  上图显示了卷积核是如何沿着图像以步长1移动的。卷积核覆盖的区域有重叠，但这并不是问题。图像从左到右，卷积核可以占5个位置，这是输出的宽度是5的原因。从上到下，卷积核也可以占5个位置，这就是输出是一个5×5的正方形图像的原因。很容易吧!


  实现这个例子的PyTorch代码为：

  nn.Conv2d(in_channels, out_channels, kernel_size=2, stride=1)


  
C.2　例2: 卷积，步长为2，无补全


  第2个例子与第1个例子基本相同，唯一的区别是，现在步长为2。
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  上图显示了卷积核是如何沿着图像以步长2移动的。这次，卷积核覆盖的区域没有重叠。事实上，由于卷积核的大小与步长相等，图像可以被无缝覆盖。卷积核可以在图像上横着或竖着走3个位置，因此输出大小是3×3。


  实现这个例子的PyTorch代码为：

  nn.Conv2d(in_channels, out_channels, kernel_size=2, stride=2)


  
C.3　例3: 卷积，步长为2，有补全


  第3个例子与第2个例子一样，不过现在我们加入补全。
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  通过设置补全为1，我们将所有的图像边缘都扩展了1个像素，像素值为0。这意味着图像的宽度增加了2个像素。我们将卷积核应用于这个扩展后的图像上。从上图可见，卷积核可以在整个图像上占据4个位置。这就是为什么输出大小是4×4。


  实现这个例子的PyTorch代码为：

  nn.Conv2d(in_channels, out_channels, kernel_size=2, stride=2, 
padding=2)


  
C.4　例4: 卷积，不完全覆盖


  在这个例子中，卷积核的大小和步长决定了它无法覆盖图像的边缘。
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  这里，2×2的卷积核在5×5的图像上以步长2移动。图像的最后一列没有被覆盖。


  最简单的解决方法是直接忽略未覆盖的列。事实上，包括PyTorch在内的许多工具都是这样做的。这也是输出大小是2×2的原因。


  对于较大的图像，丢失图像最边缘的信息问题不大，因为有意义的内容通常在图像的中间位置。即使不在，丢失的信息也是小部分的。


  如果真的希望避免丢失任何信息，我们需要调整一些选项。比如，我们可以通过添加补全，确保不遗漏输入图像的任何部分。或者，我们可以调整卷积核和步长的大小，使其与图像大小相匹配。


  
C.5　例5: 转置卷积，步长为2，无补全


  转置卷积通常被用于将一个张量扩展为较大的张量。它与普通卷积相反，卷积将一个张量缩减成一个较小的张量。


  在这个例子中，我们同样使用一个2×2的卷积核，以步长2扩展一个3×3的输入。


  [image: 图片 496]


  转置卷积的过程中有一些额外的步骤，但是都不复杂。


  首先，我们创建一个中间网格，将原始输入的方格按步长间隔开。在上图中，粉红色的方格以步长2间隔开。中间新加入的方格的值等于0。


  其次，我们用0值扩展图像的边缘方格。原输入的四周全部被扩展。扩展后，卷积核在左上角可以覆盖一个粉红色方格，如上图中的中间网格所示。如果我们在四周再扩展一圈方格，卷积核就无法覆盖原来的粉红色方格。


  最后，卷积核在这个中间网格上以步长1移动。这个步长是固定的。不同于一般的卷积，这里的步长选项不用来决定卷积核的移动方式，而只用于设置原始方格在中间网格中的距离。


  卷积核在这个7×7的中间网格上移动，输出的结果是一个6×6的网格。


  注意转置卷积如何将3×3的输入转换成6×6的输出。整个过程与例2正好相反。例2使用相同大小的卷积核和步长，将一个6×6的输入转换成3×3的输出。


  实现这个例子的PyTorch代码为：

  nn.ConvTranspose2d(in_channels, out_channels, kernel_size=2, 
stride=2)


  
C.6　例6: 转置卷积，步长为1，无补全


  在第5个例子中，为了简单演示它的工作原理，我们将步长设为2。在本例中，我们将步长设为1。
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  整个过程与之前完全相同。由于跨度是1，因此在中间网格中的原始方格的间隔是1，即没有空隙。接着，我们使用附加外环来扩展中间网格，使卷积核在左上角仍然可以覆盖到一个原始方格。然后，我们用卷积核以步长为1在这个7×7的中间网格上移动，最后得到一个6×6的输出。


  整个过程与例1相反。


  实现这个例子的PyTorch代码为：

  nn.ConvTranspose2d(in_channels, out_channels, kernel_size=2, 
stride=1)


  
C.7　例7: 转置卷积，步长为2，有补全


  在这个转置卷积的例子中，我们加入补全。与普通的卷积不同，之前补全的作用是扩展图像。在这里，补全的作用是缩小图像。


  我们有一个2×2的卷积核，步长设为2，输入大小为3×3，补全设为1。
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  首先，与例5一样，我们创建中间网格。接着，我们将原始方格的间距设为2，并扩展网格四周，使卷积核可以覆盖其中一个原始值。


  因为补全被设为1，所以我们从网格周围去掉1个环。再将卷积核应用到这个网格中，得到了一个4×4的输出。


  实现这个例子的PyTorch代码为：

  nn.ConvTranspose2d(in_channels, out_channels, kernel_size=2, 
stride=2, padding=1)


  
C.8　计算输出大小


  假设输入是一个正方形，宽度和高度相等。那么，计算卷积输出大小的公式是：


  [image: 图片 493]


  L形括号的意义是取括号内数值的数学下限（floor），也就是一个小于或等于给定值的最大整数。例如，2.3的下限是2。


  如果我们用这个公式计算例3的输出大小，则输入大小=6，补全=1，卷积核大小=2。L形括号内的计算是（6+2−1−1）/2+1，结果是4。4的下限是4，也就是输出的大小。


  同样，假设输出是方形张量，则计算转置卷积输出大小的公式是：


  [image: 图片 492]


  让我们试着计算例7，输入大小=3，步长=2，补全=1，卷积核大小=2。计算结果是2×2 − 2 + 1 + 1 = 4，所以输出的大小是4。


  在以下PyTorch的参考页面中，我们可以阅读更多可以应用于矩形张量的通用公式以及一些额外的设置选项，我们在这里就不一一介绍了。


  
    	nn.Conv2d https://pytorch.org/docs/stable/nn.html#conv2d


    	nn.ConvTranspose2d https://pytorch.org/docs/stable/nn.html# convtranspose2d

  


  





附录D　不稳定学习


  D.1　梯度下降是否适用于训练GAN


  在训练神经网络时，我们需要找到一组可以使损失最小化的可学习参数。通常，我们通过梯度下降，寻找损失函数下降路径，以实现这一目标。这是一个非常好的研究领域，目前的技术已经比较成熟了。比如，Adam优化器就是一个很好的例子。


  然而，GAN的原理与简单的神经网络不同。生成器网络和鉴别器网络试图实现相反的目标。GAN与对抗式博弈很相似，参与博弈的其中一方试图将目标最大化，而另一方则试图将目标最小化。每一个动作都会抵消对手前一个动作产生的效益。


  梯度下降是否适合这种对抗式博弈呢？这个问题看起来没什么必要，答案却是相当有趣的。


  
D.2　简单的对抗案例


  下面是一个非常简单的目标函数：


  [image: 图片 491]


  玩家1控制着x的值，试图使f最大化；玩家2控制着y，试图使f最小化。


  让我们通过可视化更直观地了解这个函数。下面的3幅曲面图，从3个不同角度观察f=x·y。


  [image: 图片 490]


  可以看到，f=x·y的表面形状类似一个马鞍（saddle）形。这意味着，沿着其中一个方向，函数值先升后降；但在另一个方向，函数值先降后升。


  下图表示同一个函数，f的值用颜色来表示，同时标出了梯度增加的方向。


  [image: 图片 489]


  如果凭直觉来解决这个对抗式博弈，我们大概会认为最优解在马鞍的中间位置，也就是（x,y）=（0,0）。在这里，如果玩家1设置x=0，那么，无论玩家2如何选择y，都不能影响f的值。同样地，如果y=0，则任何x都不能改变f的值。此时，f的实际值也是最好的折中方案。在函数的其他位置，比f大或者比f小的值同样多。因此，这个折中方案应该能让双方都满意——或者不满意!


  通过math3d.org网站，我们可以互动式地探索这个函数曲面：


  
    	
      https://www.math3d.org/wz85eIlP；

    


    	
      https://www.math3d.org/x6xNjkaR。

    

  


  现在，让我们脱离直觉，通过梯度下降模拟两个玩家。玩家各自试图找到一个对自己最优的方案。


  我们在《Python神经网络编程》中学习过，调整参数的幅度很小，并取决于目标函数的梯度。


  [image: 图片 488]


  以上两个更新参数的表达式有不同的正负符号。原因是，y试图通过梯度向下移动使f最小化，而x试图通过梯度向上移动使f最大化。而lr就是正常的学习率。


  由于f=xy，以上表达式可以写为：


  [image: 图片 487]


  接着，我们可以通过代码来挑选x和y的初始值，再重复使用表达式来更新x和y的值。


  下图显示了x和y的值在训练过程中的变化。


  [image: 图片 486]


  从图中可见，x和y的值并不会收敛，而是以越来越大的幅度振荡。即使尝试使用不同的起始值，也无法改变这一现象。降低学习率只会将发散推迟，仍然无法避免。


  情况不太好。它表明，梯度下降在这个简单的对抗式博弈中无法找到合理的解决方案。更糟糕的是，这种方法会导致灾难性的发散。


  下图将x和y值同时画出。我们可以看到，数值以理想点（0,0）为圆心绕行，但是渐行渐远。


  [image: 图片 485]


  从数学上可以证明（见下文），最优的情况是，（x,y）以（0,0）为圆心，围绕着固定圆形轨道运转，却不接近。但这只在更新步长无限小的情况下才会发生。一旦步长有限时（比如，用离散单元模拟连续过程），轨道就会发生发散。


  以下链接中包含使用梯度下降进行对抗博弈的代码：


  
    	https://github.com/makeyourownneuralnetwork/gan/blob/master/

    Appendix_D_convergence.ipynb

  


  
D.3　梯度下降并不适合对抗博弈


  我们已经证明，梯度下降在一个目标函数非常简单的对抗式博弈中无法找到解。事实上，它不仅找不到解，还会出现灾难性的偏离。在正常情况下，用梯度下降最小化函数至少可以保证找到一个最小值，即使不是全局最小值。


  这是不是说GAN的训练普遍都会失败呢？


  事实上，在真实数据上应用GAN时，产生的损失曲面非常复杂，这可以降低失控发散的机会。这就是为什么在本书中所演示的GAN的训练效果相当好。不过，前面的分析解释了训练GAN的困难性，并可能会变得很混乱。围绕着一个合理解绕行，也可能解释了为什么许多简单的GAN似乎会随着训练进行发展出不同的模式崩溃，而无法提高图像质量。


  简单来说，对于GAN使用梯度下降是错误的，即使它在很多情况下的效果还不错。针对GAN的对抗式设计合适的优化技术，目前是一个开放的研究问题，一些研究者已经发表了令人鼓舞的结果。


  
D.4　为什么是圆形轨迹


  我们在上面说过，当两个玩家分别用梯度下降，从相反方向优化f=x·y时，（x，y）的轨迹是一个圆形。这里，我们通过数学证明这个现象。


  首先，让我们看一下更新x和y的表达式。


  [image: 图片 484]


  通过以下表达式，我们可以计算x和y对时间t的变化：


  [image: 图片 483]


  如果我们计算对t的二次导数，得到：


  [image: 图片 482]


  根据代数法则，d2y/dt2 = −a2x的解是y = sin（at） 或y = cos（at）。为了对应上面的一次导数，我们将x和y分别写为：


  [image: 图片 481]


  这正是定义一个圆的公式，圆心在（0，0），其角速度是lr。这就解释了为什么（x,y）的轨迹是一个圆。


  





附录E　相关数据集和软件


  E.1　MNIST数据集


  MNIST数据集的官方资源来源于杨立昆的网站：


  
    	http://yann.lecun.com/exdb/mnist/index.html

  


  数据根据知识共享署名-共享3.0许可（Creative Commons Attribution-Share Alike 3.0 license）分享：


  
    	https://creativecommons.org/licenses/by-sa/3.0/

  


  
E.2　CelebA数据集


  CelebA数据集的资源来自香港中文大学多媒体实验室：


  
    	http://mmlab.ie.cuhk.edu.hk/projects/CelebA.html

  


  数据集只被允许用于非商业研究和教育用途。本书已获得许可，允许提供使用本数据集进行实验的说明。不过，我们不会使用数据集中的原始图像，只显示由GAN生成的图像。


  
E.3　英伟达和谷歌


  NVIDIA® 和CUDA™是英伟达（NVIDIA®）公司的注册商标。


  CoLaboratory™，又被称为Colab，是谷歌（Google）公司的注册商标。Google和Google的标志表示Google LLC的注册商标。


  
E.4　开源软件


  我们感谢开源社区提供强大的软件、分享知识，并支持鼓励我们。


  


images/00188.jpeg
6x6

Sk=1

NN

6x6






images/00187.jpeg





images/00190.jpeg
[1 ¢ plot aiscriminator rror

Prape—
& o






images/00189.jpeg
dzx/dt* -l x

+lr « dy/dt

dzy/dt* =-lredx/dt =-1Ilrtsy





images/00184.jpeg
loss = (t-o0)?





images/00183.jpeg
W&, R W&, BR R %R

mf: mie| m[.|
e BB

mz) mie| mf-|
= JERS 3B

| w=| m|

BRRABTE PRRBTE BRRET





images/00186.jpeg
X% 2y+3

dy/dx = 2x dz/dy = 2





images/00185.jpeg





cover.jpeg
SXOR, RETARS, BXHE, BUXA
MEFH, APyTorch HRECHERMARE

£EBER |

opublt.com

PyTorch
ERRARE R

1B8% - fi%® (Tariq Rashid) & #®I% ¥

i e g AR





images/00182.jpeg
® 3

A ®





images/00181.jpeg
W

3x3

6x6





images/00177.jpeg
cross entropy = 3 -yIn(x)





images/00176.jpeg





images/00179.jpeg
(521 # plox several outputs trom the tratned genezator

# plot a 3 colum, 2 xow array of generated inages
e, axacs = ple.aubplota(z,5, figsisen(i6,o))
for & in ranga(2)n
for 3 in ronge():
output = G. Lorvard(geresate_sandon(i))
g = output.detach() numpy () -zeshape(26,25)
Sxate(L3). snshou(ing, intorpolations none’, caspeBlse

[ o o






images/00178.jpeg





images/00173.jpeg





images/00172.jpeg
1181 # chock tho sanorator ouspat. 1s of tho xight type and shape
© - Gonsratar()
outpat = G.forvard(generate_sandon (1))
553 = ootpuc.detach()umpy () .roshape(2t, 25)
Pt ashouing, interpolasions none’, caape Bl

© <racploriin. tnage.axestnage ot 0x7ESI0MOERD>






images/00175.jpeg
~ CUDA Performance

a1 = toren. cudn. Ploatensor ()
B = coren.cuda.Floactensor (b}

etnese

o = tosch.aatmub(as, )






images/00174.jpeg
O p—

o.ptot prosress()






images/00180.jpeg
dz/dx = dz/dy - dy/dx
dz/dx = 2 - 2x
dz/dx = 4x





images/00171.jpeg
o—0—0





images/00166.jpeg
784

£818





images/00165.jpeg
(99 # ock oue grastents

v.backvard()

© ¢ s srasiens at 1= 3.3

© cenmors.7500)






images/00168.jpeg
() # plot senerator exror

G.plot_proress()

[






images/00167.jpeg
1221 x = gunarate_candon_inapa(2)
prnt (e device)

¥ = geoarate_rundon, seed(2)
Binety dovice)






images/00162.jpeg
1171 # plot dtserininator 1os

D.plot_progress()






images/00161.jpeg





images/00164.jpeg
image_data_tensor = anist_datases(zandon. randint (0,60000)1(1]
Print( o.forvard inage_data tensor ).item() )
pas:

for 4 41 ransnt
prine( o.fomwaral geserate._sandom(784) )-izen() )

Cammuisienieie
Caamnesnisicine
Commassisrieraiss
pteste






images/00163.jpeg
3

3RE





images/00013.jpeg
= toreh.ensox (2.0, roquizes_graderrve)
b = toren.tonsox( 1.0, roquives.gradereve)

P

press—

1341 ¢ what 1o sradiont at a = 2.0

tonsor(s4.)






images/00170.jpeg
®— ‘ / s

M3 ERE

Qo





images/00012.jpeg
1 # plot classitier orror

€.plot prograns()






images/00169.jpeg





images/00015.jpeg
(1 #aape of the mage accay

tnage.shape

o, e,






images/00014.jpeg
2 x 2 B
k=2

PR

e=1






images/00155.jpeg
entropy = 3 -pin(p)
- 1:In(1) - o:In(0)

Io)





images/00154.jpeg
Y = (x-2)(x-2)(x-3)

1.8750|

s






images/00157.jpeg





images/00156.jpeg
MNIST
)4

E30%:3






images/00151.jpeg
loss = % Z(t—o)z





images/00153.jpeg
142] # plot inages collected during training

P figuroqcigsize

e






images/00152.jpeg
cross entropy

[

2 ~yln()
- (1.0)In(0.5) - (0.0)In(1-0.5)
0.693





images/00159.jpeg
/

f/ Yy = (x-1)(x-2)(x-3)
575

3.5





images/00158.jpeg
16 # load data

st dataset = MniatDataset('mouat /My Deive/Colah Notabooks/apo_gan/enist daca/mmise tran.

# chack data contains inagen
et dotasot.plot_image(i7)






images/00160.jpeg
L) ¢ plot gonerator error

G.plot_progress()

[

L}






images/00002.jpeg
dz/dx = 2 dx/da = 2 dy/da = 10a

dz/dy = 3 dx/db = 3 dy/db = ab>





images/00001.jpeg
inage_data = mist_test_dataset(record)(l]

o rp—
output = ¢. oruard inage.date)

Pandas.DataFrase(outpuc.detach() numpy()) plot kind='bax ', legond=raise, y1im=(0,1))

<aatplothib.axes. _subplots. AxesSubplot st 0x7ES67080Z610>






images/00004.jpeg





images/00003.jpeg
(1 #plone

stor oxcor

C.plot_prograss()






images/00006.jpeg
() # piow diserininator excor

o

0.0t proszess()






images/00005.jpeg
020\2






images/00008.jpeg
2
@
10a ><

3

-~
qbz






images/00007.jpeg
inage_data = matst_test_dataset(record)(1]

# avory exom cxainod novwors.
outpat = C.forvardinage_data)

# plot autput onsor
Pandas.DALAPE SR (o0tpaL.doRASK () -AUmpY()) Lok kind='bar”, logond=Talse, yiime(0,1))

<Batplotlib.axes. subplots. Axessubplot at X1 L6610908010>






images/00009.jpeg
¥ ¥ F B . e

tabet =+

10

08

06

04

02

00

i

\

PRE

B





images/00144.jpeg
(311 # plot diserininator orror

D.plot_progress()






images/00143.jpeg
© ¢ ysoreh tensor with gradient enabled

x = toreh.tonsor (3.5, roquizes_graderrie)
petostn)

[ onmor(3.5000, roquies_ sradein






images/00146.jpeg
1 # chesk tho gemexator output ix of cho cight Sype and shape

= Generator()
 nowe model <o cuda davicn

G.totdevice)

output = G.forvard(ganerate_sandon sesd(100))

50 = output.detach() permute (s, 2,3, ) view(128,126,5) .cpu() msmor()
Bl inshouting, interpelationsnono’, emape'sivos’)

[ <matplotiib. isage.Axeaizage at OxIEa0BTIELGD>
w






images/00145.jpeg
(1 # corrent sanory ailocated to tensors

Coren.cuds.memory._allocateddavice) / (1024016241024

© o.esmmmmmnirese






images/00142.jpeg





images/00141.jpeg
)

5 = biscrintnator()
G = Gonarator()

# tratn Disorsminator and Gonsrator
o & s zange(10000)¢

D-beain(Genersee edh(r soreh.Floatr

# vae datach() so gradiants in @
D.train (G, forvardisoreh Floserens

G.Lxain(d, toreh.FloatTensor((0.51), toreh.FloatTensor((1.01))

0 viness usar 14.8 8, ayss 148
i vimas 16,3 8

ox (101

o (10.51)) -docach(), toreh.FloacTonsor((9.01))






images/00032.jpeg
x?-

«<
"

z=2y+3





images/00031.jpeg
entropy = 3 -pin(p)





images/00034.jpeg
x=sin(lrst)

y=cos(lr-t)





images/00033.jpeg
@ # moue oeive o sccon duta tten

£rom googla.colab tmport, drire
arivelmoune(fmoun )

Enter your authorization code:






images/00036.jpeg
(1 # plox gonerator srror
G910t progress()

[






images/00148.jpeg
o

# Byforeh tensor with gradient enabled

x = torch. onsor (3.5, roguises.graderrue)
printn)

censor(3.3000, zoquires_gradvirue)

v oen s en) - aen

printin)

tonsor(1.8750, grad_tr-cminackuarde>)






images/00035.jpeg
11 # plot atseriminacor lors

D.plot progress()

[

el






images/00147.jpeg
(321 # plot generator ervor

G.plot_progress()

©

i e






images/00038.jpeg
o
o
o
o

o
o
o
o

o
o
o
o

Srows 788 courne

oty Deive/Colab Noteooks/ayo_san/anist_dsta/anist_tzain.cov’,

oioloielo|¥






images/00150.jpeg
133) # sanually run gunecator to ses it's outputs

. forvard(soreh.FloatTensor(10.51))

[ tensox((0.9052, 0.0516, 0.9118, 0.0463), grad favesigmoidbaciards)






images/00037.jpeg
R ———

)

[ “toreh.rlostnensor”






images/00149.jpeg
B

ReRE

aeRE





images/00029.jpeg
Q searcnorve

MyDrive > Colab Notebooks > mayo_gan > mrist data ~

Newtoder

Snastrinme Uplosd s

Uploa lder

oogloDocs
Googleshacts
Googlesides






images/00028.jpeg
L3324

> 88

CcPU

GPU





images/00030.jpeg





images/00133.jpeg
/rﬁ@tamﬁ

B o0
BAOHBRE





images/00132.jpeg
© ¢ simple mytoreh tenor

toreh.tansor(3.5)
prineon

C tensox(s.s000)

0






images/00135.jpeg
3RE
cRE

s®%E

oc’E





images/00134.jpeg
*
<)
o«
o






images/00131.jpeg
priat( Dtorvard( genezate xeal() )-iten() )
Drine( ol tonnrd( Jenerate_sandon() ).itent) )

pititen






images/00020.jpeg





images/00140.jpeg





images/00023.jpeg
x->x+lr-y

y->y-Irex





images/00021.jpeg
seed 1

CNENE

oNCG






images/00025.jpeg
Q searcnorve

MyDrive > Colab Notebooks > mayo_gan ~

Sharstrinme s

et oy somputstin. sagh >

[ e —.






images/00137.jpeg
117] # check the generatar output 1s of the right type and shape.

G = Generator()
G.forard(torch. FloatTensor((6.51))

D onmor(10.3953, 0.6056, 0.4798, 052741, §rad._taecSigrotdmaciards)






images/00024.jpeg
10 weineie
€ = numpy. zeros((size,size))

for 1 i ransetstze):






images/00136.jpeg
BOREDREHN

EELES ®E






images/00027.jpeg
Notebook settings

Pyinon3

e )

D3 Omtcodecel ot hen s s otk






images/00139.jpeg
SEREUR

I-F

100 sxaaxaz

* Laexize 1280128





images/00026.jpeg
# check data contains images

[ETSER———






images/00138.jpeg
(12 # sizpie syroren cansor

PR —
peineen)

C onsor(a.5000)

O simie axithmric wieh tonsors
yexes
peinein

T vonsor(s.5000)






images/00017.jpeg
# query €rom crained necwork
outpat = C.forvard(insge_dota)

# vlot outout. onsor
andas.DataPEane oucpt. dotach().numpy() -plot Kinds'bar', logondsFalse, yiime(0,1))

<atplotib.axes. _subplots. hxessubplot at XTLBET0STIG






images/00016.jpeg
r., rl | [

en | [u|fn





images/00019.jpeg
1] sport torch
iaport numpy

~ Compare numpy with Python

121 # size of square matrix
size = 600

a = nusoy. rondon. rand(size, size)
b = nuspy. randon. rand(size, size)

131 wweineie

X = ouspy.dot (a,)

100 toepe, bose of 31 12.7 s por loop






images/00018.jpeg





images/00122.jpeg
dx/dt = lr + y

dy/dt = - lr = x





images/00121.jpeg
151 ¢ funceion to genexace zesd daca

et generace_ceat()s
Fenl_data = toren. Flostrensor(
Ton
o
ol

cotuen zead.data

sonerate_real()

Censox(10.9165, 0.1734, 0.5206, 0.16091)






images/00124.jpeg





images/00123.jpeg
H#R





images/00052.jpeg
cross entropy

2 ~ylnx)
- 1n(0.1) - (2-1)In(2-0.1)

2.303





images/00051.jpeg
2x2 8%

6x6 BN

skt






images/00054.jpeg
AERHEE

HREE
I S /

E IR

. ]





images/00130.jpeg
(1 # open uoES €110 and 1ist any gronp.
ke By Pile(mount /iy Orive/Colab Notehooks/myo_gan/celebs datasot /colebs sligned small NSpy', =) as £ile_abjocts
cox growp in £ile_obgects

print aroup)

© tasaiion coleb






images/00053.jpeg
[) # cateutation vien sensor on G20

v

Censor(112.2500), devicorcudaso’)






images/00129.jpeg
2 x 28
sK=2

3x3

P i W18

W

6x6






images/00056.jpeg
©

# plot classietor exror

<.plot_progress()






images/00055.jpeg
28 x 28






images/00058.jpeg
B A AR 1R

]
5 RHHEDHME
Bhiﬁ%;\ ./ =






images/00126.jpeg
1181 # chack daca concaing isages

e e—————

©






images/00057.jpeg
S
m

28 x 28

784





images/00125.jpeg
irpore woren

# nocea syenon variabies
yewxsz
prineox, 1






images/00060.jpeg
1161 snise_dataset = Mnlatoatases(“mount/My Deive/Colab Notabooks/imyo_qan/anise data/aniet tran.cov')

[ YETR———

e beie s






images/00128.jpeg





images/00059.jpeg
‘CUDA and numpy Matrix Multplication Performance.






images/00127.jpeg
1141 # plox diserininator loss

o.plot progress)






images/00050.jpeg
() # curront. mosory allocated to tensors (in 6B)
orch.cods.memory._allocated(device) / (102641026+1024)

o oenmsmss

1 # tota memory allocated to tensors during progean (in GB)

orch.cods.max_memozy_sllocated(dovice) / (102641026+1026)

G o.203s32005090352






images/00111.jpeg
©00 o wekame ToCotarryCo. X | o Uikl -Colibnty X & Cobeehoks - onge O X |+

€ 9 C 8 divempmcomidholodrsIQoyVIK UokamUBCPEYS24B52M

& orive Q searchDrve =
T o MyDrive > Colab Notebooks -
hme 2
Y@ wome

2 ssacwmme B ebont

o
fr s
o






images/00113.jpeg





images/00112.jpeg





images/00041.jpeg





images/00043.jpeg
(51 at.ntor)

[ pandas.core.Eeasa.ou

Golumna: 795 enteias, 0 s 780
typess snebh (765)
omory usage: 3553 Kb






images/00119.jpeg
BT ——
«sc

X @ Oppoen vsesioms-cot x

+
& coloeseach gooi.comie 03RELUSE0RN o7 OS7
(0 & OPpytoren bascsipyd

Fle Edn View it Runtime Toos Help
+ oo+ Ten






images/00042.jpeg
(48] x = toren.coda. Flostmensor((3.51)

xitrpen)

© *torch.cuda.PlostTensor






images/00118.jpeg





images/00045.jpeg
x = x+ v 5f/6x

y->y-Ire 8f/8y





images/00044.jpeg
(1 # open w0PS ile, extrace oxarple image a8 mumpy arcay and plot it

asetfealoba aligned smalLonspy’s £') s Elle_abjects






images/00120.jpeg
cox L in rango(
iage_data_onaor = colaba_datasetxandon. candint (0,20000) )
Print( o.torvard( image_data.consor ).iten() )
bass

for 4 sn xanse(ar:
print( o.forverd( generate_randon inage((3,3,128,126))) iten() )






images/00047.jpeg
(451 x = torch.cuda. Floatrensor((2.51)

xduvica

wvice(types'cuda’, index-0)






images/00115.jpeg





images/00046.jpeg





images/00114.jpeg
{1 petnt (toren.cuds.mamory.sumaacy (device, abbzeviatedsizic))

o
Fytorch CUb mesory sunmary, dovico 10 0

[ | cur Uaaga | Paax Usage | Tor Alloc | Tot Froed

Niocsied memary | 732 K8 | 111> Wb | i4oia on | 14ci7 ob

Setive nemory [ sesa k| aits | ieors ea | 1017 0

G reverved memory | 1ii0 | 1o | 1m0 o |

Son-relaasanta nenory | 343 Kb | 114 8 | 520157 0 |






images/00049.jpeg
FK=2 TN

26288

SxS WA





images/00117.jpeg
- <matplotlib.image.AxesImage at Ox7fccsbOde2ess






images/00048.jpeg
© g daa xom acarrane
anta = at.sloctzow

# inago data is tho renaning 784 values
ing = datal ] velues. ceshapa(26,28)

Pt.citla( dubed = -+ ser(labeld)

Pt iashouing, interpolations'sons’, caspeBlues’)
foameerty

o sba =5






images/00116.jpeg
s

B

Eg

B





images/00040.jpeg
L

s (] mnem o - [ mweon )

BIVUwE = GomS

e






images/00039.jpeg
WhAMN= (BAKD- D)x K- 2x e+ (BRRAN - 1) +1





images/00102.jpeg
D -
T ——

Welcome To Colaboratory
+ Codt NewPyton osbock
NewPyhon 2 etsbook

ot #5405 Welcome to Colaboratory!

Colaboratory s free Jupyer notebook environment thatrequies 1o setup and uns entiely i the coud.

With Colaboratory yo can it and execute code, ave and share your analyses, and access powerful omputing
Swescopyinone yourbrowser

B sk Coliiciagsi:






images/00101.jpeg
SEREMR

200






images/00072.jpeg





images/00071.jpeg
——

BEWHE





images/00074.jpeg
ZHRERE, ReLU






images/00073.jpeg
# visuslise the answer given by the neural network.
inage_data = mmise_test_dataset(secord)(1]

# auery trom tratned notwork
“atrat - 0. Eomvard{Lnwye sata)

# plot autput consor

Pandas.DatFEame (output.detach () .numpy ()} -plok (kinde bar', egendsraise, Yiiam(01))

<Patplotiib.axes. eubplots.Avessubplor at OxTEies957cdi>






images/00076.jpeg





images/00108.jpeg
P iR R

W






images/00075.jpeg
n
o) &
= ®

. st

G

e
E

- o
B0 a0 =
], g A

.

LG
EE:
cE
ol
me:

€
BE:
B





images/00107.jpeg
R I ——
5 8 cobresemch gvoglecoméhe Eq2CFF 22200k ZinaAMENNSXT
& UntitiedOipynb
Flo B View it R Tos Wl

+Code ¢ Toxt






images/00078.jpeg
FEREMERREK






images/00110.jpeg
s ts, aynr 5 5, torals dmin 438
il timee dain 4be.






images/00077.jpeg
L1 # tost xaind noural nevwork on tratning data

o dabed mman e senso, Sarononeee 1 s Lot dutaets
- e tomuarainage.data.varsor) detach() sempy ()
52 Nansver aegmant)

brin(acore, irems, score/itens)

© 666 10000 0.8666






images/00109.jpeg
FIBIE RE





images/00080.jpeg
() # plor classitior ecvor

<.plot_progress()






images/00104.jpeg
x>x+lrey

y->y-lr*x





images/00079.jpeg
11 # total memory altosated to tensore during progeas.

Sorch.cuds.max mesory. allocated(device) / (1026410

© resmssenconss






images/00103.jpeg
[1# plot soverai outputs tron tho trained sonerator

£, axars = pie.owsplota(z,, Hgsisen(16,0))
Lo 4 i cans
for 3 in ranger
output = G.corvara(generato.candon seed(100))

g = outpac.detach()-permute(s, 2,5, 1) view{(123, 125, cpa() purpy()
axarel 31, dnshoucing, intorpolation='fone’ cape Blucs’)






images/00106.jpeg





images/00105.jpeg
cross entropy

2 ~yln()

- 1In(04) - (1-1)In(1-09)

o0.105





images/00061.jpeg





images/00063.jpeg





images/00062.jpeg
L1 ¢ chock 1€ coon i avaiable
1 5€ you, a0t dotasit tonsor type to cudn

L6 oreh.cuda.ts_avatiablo():
torch. sot_dtaule_tensor_type(corch.cuda.FloatTansor)
Erint{uring cudsie, sorehicuda.gut_deviee_nama()

ovice = tozen.davice(*cuda” 1t tozch.cuda.is_available() ol
aovice

dovicetyper-eudn’






images/00065.jpeg
= Hnumpy
AR S






images/00064.jpeg
3x3 Wt

ox6 BN





images/00067.jpeg
«

e given by the nessal network
image_data = maise_tose_datasetxecord]( 1]

# asecy trem seaied notvork
Dutput = €. forara( nsgw sate)

 output cons
ot ut P mm oot detach . mimpy ) Bl (Knde'hx', Legendral

<eatplotlib.axes. _subplots.Axessubplor at Ox7E8670609240%

im0,






images/00066.jpeg
by

28 x 28

784

> nz





images/00069.jpeg





images/00068.jpeg
0

o

# piot discrininacor loss

D.plot_progress()






images/00070.jpeg
L1 # load st ost dota

st Hnistoatases(sauns by Deive/Colat Notabooks/gan/anist data/amis

© btk s zecora

# plot inago and correct labol
et tost_dncaser. plor_tmage(cecord)

© [






images/00092.jpeg
MEHB





images/00201.jpeg
PR3






images/00091.jpeg





images/00094.jpeg
ngn =

28 x 28

784





images/00093.jpeg
cross entropy = 3 -yln(x)
~ (0.0)In(0.5) - (1.0)ln(1-0.5)

0.693





images/00096.jpeg





images/00095.jpeg
w515

ES

#3815

#813





images/00098.jpeg





images/00097.jpeg
f=x-y





images/00100.jpeg
~ Standard CUDA Check And Set Up

L1 # check i€ cunn s aveitabie






images/00099.jpeg





images/00203.jpeg





images/00202.jpeg
X =2a+3b
y = 5a% + 3b?

z=2x+ 3y





images/00205.jpeg





images/00204.jpeg





images/00081.jpeg
L1 # plot classitier error

C.plot progress()

o






images/00083.jpeg





images/00082.jpeg
Bz AN
He=2

2x2 8RR = =

x4t

Cx6 TN





images/00085.jpeg
wRAE s

® o BEAEHSR

———_—






images/00084.jpeg





images/00087.jpeg
«

T ——

D.plot_progress()






images/00086.jpeg





images/00089.jpeg





images/00088.jpeg





images/00090.jpeg





images/00199.jpeg





images/00198.jpeg





images/00200.jpeg
| |

(BAKD) + 2x3h% - ( BREAMN - 1) - 1
wHAss | — 5,
€






images/00195.jpeg





images/00194.jpeg
EEREHR

&// II |

12x12





images/00197.jpeg
2a

X
N saz






images/00196.jpeg
IOR T ———

©

G.plot proszess()






images/00191.jpeg





images/00193.jpeg
(151 # plor siserininator orcor

D-plot progress()






images/00192.jpeg
. up sisple graph selating x, y and &
Coren.consor(3.5, roquires._gradsreve)
2yes

work out gradionts

e

# vhat 1o gradiont at x = 3.3

[—






